**Chapter 1**

## Chapter 1：Beginning

## Exercise 1.1

Review the documentation for your compiler and determine what file naming convention it uses. Compile and run the main program from page 2.

### Windows
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### Linux
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## Exercise 1.2

Exercise 1.2: Change the program to return -1. A return value of -1 is often treated as an indicator that the program failed. Recompile and rerun your program to see how your system treats a failure indicator from main.

### Windows

[![windows](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUYAAABOCAIAAADTkSh+AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAFMklEQVR4nO2dQXLcKhCGSSoH0y19kyyy0tarVOUSr+pdIllMDYWhu2kQGkvt71uNMTS/Gn7AmkT69uvP/ymlv3/Tf79/vr+/v729JQC4Ld8/WwAArARLA4QCSwOEAksDhAJLA4QCSwOEAksDhAJLA4QCSwOEAksDhOKHWLrve/68bdtE3EeER9vy82eh6bF15jxU4rVyrd/MdBL8PU6zdpj2fR8KNVofNIRdOg9tOdENuhVezCo9rds95RV5mjqTqWFP9yWXfFBhyWiQq02hW1Nb2l6q9ydiq+twXE+Zh3Kua+Wefhd6ppW6hOMKxemxsD50kQ/eGc9ZaNu2x8A4D07aqV4sLw+c1XKjxRH15MKqvlY+wal5ENvmnKSPiTLitA2rLtqrsONUP44uChOLyJAerX5gxm6PbU/a8uQbGG3stfK2r2q3FLs2CtuYWvkE5+VBbJs+ii+Hxs7nw7FaF2V5N05q7HQqo3qm15r7suyOtzNlYqIz5YZZ0e66RhxRT7uh2eVzDE2d9nq71/UC/7RdiONSST1PT8uoHmNexaNz8BbPM0kZws138jRSbzSsNiU7TqunWrmzSK38CM48GLKTfl3+4HOMjsunMKrnavpPpd6lD55Pus3zemnU9KypnjgePRraQU4r9/Sr1S+v13Nd2q+O70X2llvF9+T/IPuTJXqO5+cWfBMfVFRe+cQKV26MbZChckOJX2SuKe7M4mexYbdc61fUOZcHUaqoxxO/DSKuON3K+Uf7klucKXLmR/zx4GS+HbKlITD2Vnxqpy1fwWMvpvO3NASjPOG/0k5Y92Vg6a8F1grPsi+xAOAKYGmAUGBpgFBgaYBQYGmAUGBpgFBgaYBQYGmAUGBpgFBgaYBQYGmAUGBpgFBgaYBQYGmAUGBpgFBgaYBQYGmAUGBpgFBgaYBQYGmAUPB+aflz2So14p3P8U76Q7NH8fc4zZJhOlun+PBg4/nho88J98QxHope6dHmmK3/YOqEXTorMES09a/DKj3aSNjlFXl4nMnUGH3A/XQXB0OdvXCX+cxTtC1PzQrVzmdxHD1xPHqO6LcjdKktbS/V+xOx1XU4rqfMQzm0Wrmn3yWe0aQu4SSFE1TTzJA05wF7HI8wqqe7WPsn2APeLy2XT3BqHsS22+e9X9qj0zleXYx57M/2axjVM1TfueiM3R7TThf+dS4Pc9VEK2/7qnZLsWujsI258MxzXh7Etumj+HJo7Hzuh98v3dW5f3w3qOe6Kg1lTXEaaMkRm2jlGtP1nTjrd/PQsuyOt3+oUjPAGeM6d94v/WySVqw+tqqqC3v+GflfrsTu1Oh3VE+3fjtwQ11067dT1xm/Y+lqLPcnmsrkXoDFOFuBGLz8lRGn1TO920zgDyVer31dC3WKiLPHGJfz8Mxjw9Xi7BLL7eBifXvK+dHqT/s58X5pDXE5MMo9/Wr1y+v1XJf2K0/ebOzZo8U/3q+txI4/17VzHCcQlRvBbf3+PGR4v7T8WWzYLdf6FXXO5UGUKurxxG+DiCvOEp1Dk2pv7s/Za5zW72jeunG0fqvyVnkV3xlHy4MB75f+cqzdlOBqLLs9Brcg7wbLj8pwEXi/9NeCzTk87NIAocDSAKHA0gChwNIAoRi2NHdKAa7MmKXxM8DF8X6JhZkBboF3l962ja80Aa5PvUvb/2YVAC5ObWncC3Br+BILIBRYGiAUM3e8+d95AJfFa2kMDHALOHgDhAJLA4QCSwOEAksDhAJLA4QCSwOEAksDhAJLA4QCSwOE4h8k2TIMfuXKwgAAAABJRU5ErkJggg==)](https://camo.githubusercontent.com/da579dacafbdcbc0f25313a7d28cf719243b781d/68747470733a2f2f64622e74742f44494a6439655a62)

### Linux

[![linux](data:image/png;base64,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)](https://camo.githubusercontent.com/67f0115d2b9f6985b21b7b2fd42ffeba898ffcf5/68747470733a2f2f64622e74742f6c687a5868704374)

**255**? why? please look at [this](http://www.tldp.org/LDP/abs/html/exitcodes.html)

## Exercise 1.3

Write a program to print Hello, World on the standard output.

#include <iostream>

int main()

{

std::cout << "Hello, World" << std::endl;

return 0;

}

## Exercise 1.4

Our program used the addition operator, +, to add two numbers. Write a program that uses the multiplication operator, \*, to print the product instead.

#include <iostream>

int main()

{

std::cout << "Enter two numbers:" << std::endl;

int v1 = 0, v2 = 0;

std::cin >> v1 >> v2;

std::cout << "The product of " << v1 << " and " << v2

<< " is " << v1 \* v2 << std::endl;

return 0;

}

## Exercise 1.5

We wrote the output in one large statement. Rewrite the program to use a separate statement to print each operand.

#include <iostream>

int main()

{

std::cout << "Enter two numbers:" << std::endl;

int v1 = 0, v2 = 0;

std::cin >> v1 >> v2;

std::cout << "The product of ";

std::cout << v1;

std::cout << " and ";

std::cout << v2;

std::cout << " is ";

std::cout << v1 \* v2;

std::cout << std::endl;

return 0;

}

## Exercise 1.6

Explain whether the following program fragment is legal.

It's illegal.

**[Error] expected primary-expression before '<<' token**

Fixed it: remove the spare semicolons.

std::cout << "The sum of " << v1

<< " and " << v2

<< " is " << v1 + v2 << std::endl;

## Exercise 1.7

Compile a program that has incorrectly nested comments.

Example:

/\*

\* comment pairs /\* \*/ cannot nest.

\* ''cannot nest'' is considered source code,

\* as is the rest of the program

\*/

int main()

{

return 0;

}

Compiled result(g++):

[![result](data:image/png;base64,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)](https://camo.githubusercontent.com/84417fdc0def4a093ae9cb9df5e972273b32bf57/68747470733a2f2f64622e74742f4371514b75384751)

## Exercise 1.8

Indicate which, if any, of the following output statements are legal:

std::cout << "/\*";

std::cout << "\*/";

std::cout << /\* "\*/" \*/;

std::cout << /\* "\*/" /\* "/\*" \*/;

After you’ve predicted what will happen, test your answers by compiling a program with each of these statements. Correct any errors you encounter.

Compiled result(g++):

[![result](data:image/png;base64,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)](https://camo.githubusercontent.com/91df102ebb6fb2cd69e4196dbc55eb8f245431a1/68747470733a2f2f64622e74742f6d724c3968444353)

Corrected? just added a quote:

std::cout << "/\*";

std::cout << "\*/";

std::cout << /\* "\*/" \*/";

std::cout << /\* "\*/" /\* "/\*" \*/;

Output:

/\*\*/ \*/ /\*

## [Exercise 1.9](https://github.com/pezy/CppPrimer/blob/master/ch01/ex1_9.cpp)

## [Exercise 1.10](https://github.com/pezy/CppPrimer/blob/master/ch01/ex1_10.cpp)

## [Exercise 1.11](https://github.com/pezy/CppPrimer/blob/master/ch01/ex1_11.cpp)

## Exercise 1.12

What does the following for loop do? What is the final value of sum?

int sum = 0;

for (int i = -100; i <= 100; ++i)

sum += i;

the loop sums the numbers from -100 to 100. the final value of sum is zero.

## Exercise 1.13

Rewrite the exercises from § 1.4.1 (p. 13) using for loops.

Ex1.9:

#include <iostream>

int main()

{

int sum = 0;

for (int i=50; i<=100; ++i)

sum += i;

std::cout << "the sum is: " << sum << std::endl;

return 0;

}

Ex1.10:

#include <iostream>

int main()

{

for (int i=10; i>=0; --i)

std::cout << i << std::endl;

return 0;

}

Ex1.11:

#include <iostream>

int main()

{

int val\_small = 0, val\_big = 0;

std::cout << "please input two integers:";

std::cin >> val\_small >> val\_big;

if (val\_small > val\_big)

{

int tmp = val\_small;

val\_small = val\_big;

val\_big = tmp;

}

for (int i=val\_small; i<=val\_big; ++i)

std::cout << i << std::endl;

return 0;

}

## Exercise 1.14

Compare and contrast the loops that used a for with those using a while. Are there advantages or disadvantages to using either form?

If you need a pattern which is using a variable in a condition and incrementing that variable in the body. You should usefor loop. Else the while loop is more simple.

Want to know more? look at [this](http://stackoverflow.com/questions/1600282/guideline-while-vs-for)

## Exercise 1.15

Write programs that contain the common errors discussed in the box on page 16. Familiarize yourself with the messages the compiler generates.

**JUST READ IT!**

## Exercise 1.16

Write your own version of a program that prints the sum of a set of integers read from cin.

Many people confused about this exercise, such as [this](http://www.cplusplus.com/forum/beginner/104169/) and [this](http://stackoverflow.com/questions/17841424/how-to-write-this-while-loop-as-a-for-loop).

In my opinion, the exercise aim to write the program without "**END-OF-FILE**".

**BUT**, the [code](http://www.cplusplus.com/forum/beginner/104169/" \l "msg561450) in first link is not correct.

The following are my own version:

#include <iostream>

int main()

{

int limit = 0, sum = 0, value = 0;

std::cout << "How many integers would you like to enter?";

std::cin >> limit;

// assume we don't know what is EOF(End-Of-File).

while (std::cin >> value && (--limit != 0))

sum += value;

std::cout << sum + value << std::endl;

return 0;

}

Watch out for "sum + value" in the cout line.

## Exercise 1.17

What happens in the program presented in this section if the input values are all equal? What if there are no duplicated values?

If the input values are all equal, it will print a line which shows the count of the number you input.

If there are no duplicated values, when different values input, a new line will be printed if you click Enter.

## Exercise 1.18

Compile and run the program from this section giving it only equal values as input. Run it again giving it values in which no number is repeated.
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## Exercise 1.19

Revise the program you wrote for the exercises in § 1.4.1 (p. 13) that printed a range of numbers so that it handles input in which the first number is smaller than the second.

Yes, we should use if to judge which is bigger.

review this [code](https://github.com/pezy/Cpp-Primer/blob/master/ch01/ex1_11.cpp)

## Exercise 1.20

<http://www.informit.com/title/032174113> contains a copy of Sales\_item.h in the Chapter 1 code directory. Copy that file to your working directory. Use it to write a program that reads a set of book sales transactions, writing each transaction to the standard output.

[Here](https://github.com/pezy/CppPrimer/blob/master/ch01/ex1_20.cpp) is the code.

**You need to enable C++11 support in your compiler. With GCC and Clang, this can be done with the -std=c++11option.**

**(Never say it again.)**

How to test it? use the book.txt in data folder. And do it like this:
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## Exercise 1.21

Write a program that reads two Sales\_item objects that have the same ISBN and produces their sum.

The program should check whether the objects have the same ISBN.(Have a look at 1.5.2, surprise!)

[Code](https://github.com/pezy/CppPrimer/blob/master/ch01/ex1_21.cpp)

## Exercise 1.22

Write a program that reads several transactions for the same ISBN. Write the sum of all the transactions that were read.

Tips: this program will appear in the section 1.6.

[Here](https://github.com/pezy/CppPrimer/blob/master/ch01/ex1_22.cpp) is the code.
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## Exercise 1.23

Write a program that reads several transactions and counts how many transactions occur for each ISBN.

Tip: please review the 1.4.4.

[Here](https://github.com/pezy/CppPrimer/blob/master/ch01/ex1_23.cpp) is the code.

## Exercise 1.24

Test the previous program by giving multiple transactions representing multiple ISBNs. The records for each ISBN should be grouped together.

You can use data/book.txt as the records.
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## Exercise 1.25

Using the Sales\_item.h header from the Web site, compile and execute the bookstore program presented in this section.

It is the same as Exercise 1.22.
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**Chapter 2**

## Exercise 2.1

What are the differences between int, long, long long, and short? Between an unsigned and a signed type? Between a float and a double?

C++ guarantees short and int is **at least** 16 bits, long **at least** 32 bits, long long **at least** 64 bits.

The signed can represent positive numbers, negative numbers and zero, while unsigned can only represent numbers no less than zero.

The C and C++ standards do not specify the representation of float, double and long double. It is possible that all three implemented as IEEE double-precision. Nevertheless, for most architectures (gcc, MSVC; x86, x64, ARM) float is indeed a IEEE **single-precision** floating point number (binary32), and double is a IEEE **double-precision** floating point number (binary64).

Usage:

* Use int for integer arithmetic. short is usually too small and, in practice, long often has the same size as int. If your data values are larger than the minimum guaranteed size of an int, then use long long. (In a word: short <**int** < long < long long)
* Use an unsigned type when you know that the values cannot be negative. (In a word: no negative, unsigned.)
* Use double for floating-point computations; float usually does not have enough precision, and the cost of double-precision calculations versus single-precision is negligible. In fact, on some machines, double-precision operations are faster than single. The precision offered by long double usually is unnecessary and often entails considerable run-time cost. (In a word: float < **double** < long double)

Reference:

* [What are the criteria for choosing between short / int / long data types?](http://www.parashift.com/c++-faq/choosing-int-size.html)
* [Difference between float and double](http://stackoverflow.com/questions/2386772/difference-between-float-and-double)
* Advice: Deciding which Type to Use(This book.)

## Exercise 2.2

To calculate a mortgage payment, what types would you use for the rate, principal, and payment? Explain why you selected each type.

use double, or also float.

The rate most like that: 4.50 % per year. The principal most like that: $854.36 The payment most like that: $1,142.36

Reference:

* [mortgage-calculator](http://www.bankrate.com/calculators/mortgages/mortgage-calculator.aspx)
* [What's in a Mortgage Payment?](http://www.homeloanlearningcenter.com/mortgagebasics/whatsinamortgagepayment.htm)

## Exercise 2.3

What output will the following code produce?

unsigned u = 10, u2 = 42;

std::cout << u2 - u << std::endl;

std::cout << u - u2 << std::endl;

int i = 10, i2 = 42;

std::cout << i2 - i << std::endl;

std::cout << i - i2 << std::endl;

std::cout << i - u << std::endl;

std::cout << u - i << std::endl;

Output(g++ 4.8):

32

4294967264

32

-32

0

0

## Exercise 2.4

Write a program to check whether your predictions were correct. If not, study this section until you understand what the problem is.

[Here](https://github.com/pezy/CppPrimer/blob/master/ch02/ex2_4.cpp) is the code, please test it in your computer.

## Exercise 2.5

Determine the type of each of the following literals. Explain the differences among the literals in each of the four examples:

* (a) 'a', L'a', "a", L"a"
* (b) 10, 10u, 10L, 10uL, 012, 0xC
* (c) 3.14, 3.14f, 3.14L
* (d) 10, 10u, 10., 10e-2

(a): character literal, wide character literal, string literal, string wide character literal.

(b): decimal, unsigned decimal, long decimal, unsigned long decimal, octal, hexadecimal.

(c): double, float, long double.

(d): decimal, unsigned decimal, double, double.

## Exercise 2.6

What, if any, are the differences between the following definitions:

int month = 9, day = 7;

int month = 09, day = 07;

The first line's integer is decimal.

The second line:

1. int month = 09 is invalid, cause octal don't have digit 9.
2. day is octal.

## Exercise 2.7

What values do these literals represent? What type does each have?

* (a) "Who goes with F\145rgus?\012"
* (b) 3.14e1L
* (c) 1024f
* (d) 3.14L

(a): Who goes with Fergus?(new line) "string"

(b): 31.4 "long double"

(c): 1024 "float"

(d): 3.14 "long double"

Reference:

* [ASCII Table](http://www.asciitable.com/)

## Exercise 2.8

Using escape sequences, write a program to print 2M followed by a newline. Modify the program to print 2, then a tab, then an M, followed by a newline.

#include <iostream>

int main()

{

std::cout << 2 << "\115\012";

std::cout << 2 << "\t\115\012";

return 0;

}

## Exercise 2.9

Explain the following definitions. For those that are illegal, explain what’s wrong and how to correct it.

* (a) std::cin >> int input\_value;
* (b) int i = { 3.14 };
* (c) double salary = wage = 9999.99;
* (d) int i = 3.14;

(a): error: expected '(' for function-style cast or type construction.

int input\_value = 0;

std::cin >> input\_value;

(b):---when you compile the code without the argument "-std=c++11", you will get the warning below: warning: implicit conversion from 'double' to 'int' changes value from 3.14 to 3. ---when you compile the code using "-std=c+11", you will get a error below: error: type 'double' cannot be narrowed to 'int' in initializer list ---conclusion: Obviously, list initialization becomes strict in c++11.

double i = { 3.14 };

(c): --if you declared 'wage' before, it's right. Otherwise, you'll get a error: error: use of undeclared identifier 'wage'

double wage;

double salary = wage = 9999.99;

(d): ok: but value will be truncated.

double i = 3.14;

## Exercise 2.10

What are the initial values, if any, of each of the following variables?

std::string global\_str;

int global\_int;

int main()

{

int local\_int;

std::string local\_str;

}

global\_str is global variable, so the value is empty string. global\_int is global variable, so the value is zero.local\_int is a local variable which is not uninitialized, so it has a undefined value. local\_str is also a local variable which is not uninitialized, but it has a value that is defined by the class. So it is empty string. PS: please read P44 in the English version, P40 in Chinese version to get more. The note: Uninitialized objects of built-in type defined inside a function body have a undefined value. Objects of class type that we do not explicitly inititalize have a value that is defined by class.

## Exercise 2.11

Explain whether each of the following is a declaration or a definition:

* (a) extern int ix = 1024;
* (b) int iy;
* (c) extern int iz;

(a): definition.

(b): definition.

(c): declaration.

## Exercise 2.12

Which, if any, of the following names are invalid?

* (a) int double = 3.14;
* (b) int \_;
* (c) int catch-22;
* (d) int 1\_or\_2 = 1;
* (e) double Double = 3.14;

a, c, d are invalid.

## Exercise 2.13

What is the value of j in the following program?

int i = 42;

int main()

{

int i = 100;

int j = i;

}

100. local object named reused hides global reused.

## Exercise 2.14

Is the following program legal? If so, what values are printed?

int i = 100, sum = 0;

for (int i = 0; i != 10; ++i)

sum += i;

std::cout << i << " " << sum << std::endl;

Yes.It is legal.Printed: 100, 45.

## Exercise 2.15

Which of the following definitions, if any, are invalid? Why?

* (a) int ival = 1.01;
* (b) int &rval1 = 1.01;
* (c) int &rval2 = ival;
* (d) int &rval3;

(a): valid.

(b): invalid. initializer must be an object.

(c): valid.

(d): invalid. a reference must be initialized.

## Exercise 2.16

Which, if any, of the following assignments are invalid? If they are valid, explain what they do.

int i = 0, &r1 = i; double d = 0, &r2 = d;

* (a) r2 = 3.14159;
* (b) r2 = r1;
* (c) i = r2;
* (d) r1 = d;

(a): valid. let d equal 3.14159.

(b): valid. automatic convert will happen.

(c): valid. but value will be truncated.

(d): valid. but value will be truncated.

## Exercise 2.17

What does the following code print?

int i, &ri = i;

i = 5; ri = 10;

std::cout << i << " " << ri << std::endl;

10, 10

## Exercise 2.18

Write code to change the value of a pointer. Write code to change the value to which the pointer points.

int a = 0, b = 1;

int \*p1 = &a, \*p2 = p1;

// change the value of a pointer.

p1 = &b;

// change the value to which the pointer points

\*p2 = b;

## Exercise 2.19

Explain the key differences between pointers and references.

#### definition:

the pointer is "points to" any other type.

the reference is "another name" of an **object**.

#### key difference:

1. a reference is another name of an **already existing** object. a pointer is an object in its **own right**.
2. Once initialized, a reference remains **bound to** its initial object. There is **no way** to rebind a reference to refer to a different object. a pointer can be **assigned** and **copied**.
3. a reference always get the object to which the reference was initially bound. a single pointer can point to **several different objects** over its lifetime.
4. a reference must be initialized. a pointer need **not be** initialized at the time it is defined.

#### Usage advise:

Look at [here](http://www.parashift.com/c%2B%2B-faq-lite/refs-vs-ptrs.html)

## Exercise 2.20

What does the following program do?

int i = 42;

int \*p1 = &i; \*p1 = \*p1 \* \*p1;

p1 pointer to i, i's value changed to 1764(42\*42)

## Exercise 2.21

Explain each of the following definitions. Indicate whether any are illegal and, if so, why.

int i = 0;

* (a) double\* dp = &i;
* (b) int \*ip = i;
* (c) int \*p = &i;

(a): illegal, cannot initialize a variable of type 'double \*' with an

rvalue of type 'int \*'

(b): illegal, cannot initialize a variable of type 'int \*' with an lvalue

of type 'int'

(c): legal.

## Exercise 2.22

Assuming p is a pointer to int, explain the following code:

if (p) // ...

if (\*p) // ...

if (p) // whether p is nullptr?

if (\*p) // whether the value pointed by p is zero?

## Exercise 2.23

Given a pointer p, can you determine whether p points to a valid object? If so, how? If not, why not?

No. Because more information needed to determine whether the pointer is valid or not.

## Exercise 2.24

Why is the initialization of p legal but that of lp illegal?

int i =42;

void \*p=&i;

long \*lp=&i;

Because the type void\* is a special pointer type that can hold the address of any object. But we cannot initialize a variable of type long \* with an rvalue of type int \*

## Exercise 2.25

Determine the types and values of each of the following variables.

* (a) int\* ip, i, &r = i;
* (b) int i, \*ip = 0;
* (c) int\* ip, ip2;

(a): ip is a pointer to int, i is an int, r is a reference to int i.

(b): ip is a valid, null pointer, and i is an int.

(c): ip is a pointer to int, and ip2 is an int.

## Exercise 2.26

Which of the following are legal? For those that are illegal, explain why.

const int buf; // illegal, buf is uninitialized const.

int cnt = 0; // legal.

const int sz = cnt; // legal.

++cnt; ++sz; // illegal, attempt to write to const object(sz).

## Exercise 2.27

Which of the following initializations are legal? Explain why.

int i = -1, &r = 0; // illegal, r must refer to an object.

int \*const p2 = &i2; // legal.

const int i = -1, &r = 0; // legal.

const int \*const p3 = &i2; // legal.

const int \*p1 = &i2; // legal

const int &const r2; // illegal, r2 is a reference that cannot be const.

const int i2 = i, &r = i; // legal.

## Exercise 2.28

Explain the following definitions. Identify any that are illegal.

int i, \*const cp; // illegal, cp must initialize.

int \*p1, \*const p2; // illegal, p2 must initialize.

const int ic, &r = ic; // illegal, ic must initialize.

const int \*const p3; // illegal, p3 must initialize.

const int \*p; // legal. a pointer to const int.

## Exercise 2.29

Uing the variables in the previous exercise, which of the following assignments are legal? Explain why.

i = ic; // legal.

p1 = p3; // illegal. p3 is a pointer to const int.

p1 = &ic; // illegal. ic is a const int.

p3 = &ic; // illegal. p3 is a const pointer.

p2 = p1; // illegal. p2 is a const pointer.

ic = \*p3; // illegal. ic is a const int.

## Exercise 2.30

For each of the following declarations indicate whether the object being declared has top-level or low-level const.

const int v2 = 0; int v1 = v2;

int \*p1 = &v1, &r1 = v1;

const int \*p2 = &v2, \*const p3 = &i, &r2 = v2;

v2 is top-level const, p2 is low-level const. p3: right-most const is top-level, left-most is low-level. r2 is low-level const.

## Exercise 2.31

Given the declarations in the previous exercise determine whether the following assignments are legal. Explain how the top-level or low-level const applies in each case.

r1 = v2; // legal, top-level const in v2 is ignored.

p1 = p2; // illegal, p2 has a low-level const but p1 doesn't.

p2 = p1; // legal, we can convert int\* to const int\*.

p1 = p3; // illegal, p3 has a low-level const but p1 doesn't.

p2 = p3; // legal, p2 has the same low-level const qualification as p3.

## Exercise 2.32

Is the following code legal or not? If not, how might you make it legal?

int null = 0, \*p = null;

illegal.

int null = 0, \*p = nullptr;

## Exercise 2.33

Using the variable definitions from this section, determine what happens in each of these assignments:

a=42; // set 42 to int a.

b=42; // set 42 to int b.

c=42; // set 42 to int c.

d=42; // ERROR, d is an int \*. correct: \*d = 42;

e=42; // ERROR, e is an const int \*. correct: e = &c;

g=42; // ERROR, g is a const int& that is bound to ci.

## Exercise 2.34

Write a program containing the variables and assignments from the previous exercise. Print the variables before and after the assignments to check whether your predictions in the previous exercise were correct. If not, study the examples until you can convince yourself you know ￼￼what led you to the wrong conclusion.

[Here](https://github.com/pezy/CppPrimer/blob/master/ch02/ex2_34.cpp) is the code.

## Exercise 2.35

Determine the types deduced in each of the following definitions. Once you’ve figured out the types, write a program to see whether you were correct.

const int i = 42;

auto j = i; const auto &k = i; auto \*p = &i; const auto j2 = i, &k2 = i;

j is int. k is const int&. p is const int \*. j2 is const int. k2 is const int&.

[Here](https://github.com/pezy/CppPrimer/blob/master/ch02/ex2_35.cpp) is the code.

## Exercise 2.36

In the following code, determine the type of each variable and the value each variable has when the code finishes:

int a = 3, b = 4;

decltype(a) c = a;

decltype((b)) d = a;

++c;

++d;

c is an int, d is a reference of a. all their value are 4.

## Exercise 2.37

Assignment is an example of an expression that yields a reference type. The type is a reference to the type of the left-hand operand. That is, if i is an int, then the type of the expression i = x is int&. Using that knowledge, determine the type and value of each variable in this code:

int a = 3, b = 4;

decltype(a) c = a;

decltype(a = b) d = a;

c is an int, d is a reference of int. the value: a=3, b=4, c=3, d=3

## Exercise 2.38

Describe the differences in type deduction between decltype and auto. Give an example of an expression where auto and decltype will deduce the same type and an example where they will deduce differing types.

The way decltype handles top-level const and references differs **subtly** from the way auto does. Another important difference between decltype and auto is that the deduction done by decltype depends on the **form** of its given expression.

so the key of difference is **subtly** and **form**.

int i = 0, &r = i;

// same

auto a = i;

decltype(i) b = i;

// different

auto c = r;

decltype(r) d = i;

More? Look at [here](http://stackoverflow.com/questions/21369113/what-is-the-difference-between-auto-and-decltypeauto-when-returning-from-a-fun) and [here](http://stackoverflow.com/questions/12084040/decltype-vs-auto)

## Exercise 2.39

Compile the following program to see what happens when you forget the semicolon after a class definition. Remember the message for future reference.

struct Foo { /\* empty \*/ } // Note: no semicolon

int main()

{

return 0;

}

Error message: [Error] expected ';' after struct definition

## Exercise 2.40

Write your own version of the Sales\_data class.

just added some your own define. like this:

struct Sale\_data

{

std::string bookNo;

std::string bookName;

unsigned units\_sold = 0;

double revenue = 0.0;

double price = 0.0;

//...

}

## Exercise 2.41

Use your Sales\_data class to rewrite the exercises in § 1.5.1(p. 22), § 1.5.2(p. 24), and § 1.6(p. 25). For now, you should define your Sales\_data class in the same file as your main function.

#### 1.5.1

#include <iostream>

#include <string>

struct Sale\_data

{

std::string bookNo;

unsigned units\_sold = 0;

double revenue = 0.0;

};

int main()

{

Sale\_data book;

double price;

std::cin >> book.bookNo >> book.units\_sold >> price;

book.revenue = book.units\_sold \* price;

std::cout << book.bookNo << " " << book.units\_sold << " " << book.revenue << " " << price;

return 0;

}

#### 1.5.2

#include <iostream>

#include <string>

struct Sale\_data

{

std::string bookNo;

unsigned units\_sold = 0;

double revenue = 0.0;

};

int main()

{

Sale\_data book1, book2;

double price1, price2;

std::cin >> book1.bookNo >> book1.units\_sold >> price1;

std::cin >> book2.bookNo >> book2.units\_sold >> price2;

book1.revenue = book1.units\_sold \* price1;

book2.revenue = book2.units\_sold \* price2;

if (book1.bookNo == book2.bookNo)

{

unsigned totalCnt = book1.units\_sold + book2.units\_sold;

double totalRevenue = book1.revenue + book2.revenue;

std::cout << book1.bookNo << " " << totalCnt << " " << totalRevenue << " ";

if (totalCnt != 0)

std::cout << totalRevenue/totalCnt << std::endl;

else

std::cout << "(no sales)" << std::endl;

return 0;

}

else

{

std::cerr << "Data must refer to same ISBN" << std::endl;

return -1; // indicate failure

}

}

#### 1.6

**so ugly as you see.**

#include <iostream>

#include <string>

struct Sale\_data

{

std::string bookNo;

unsigned units\_sold = 0;

double revenue = 0.0;

};

int main()

{

Sale\_data total;

double totalPrice;

if (std::cin >> total.bookNo >> total.units\_sold >> totalPrice)

{

total.revenue = total.units\_sold \* totalPrice;

Sale\_data trans;

double transPrice;

while (std::cin >> trans.bookNo >> trans.units\_sold >> transPrice)

{

trans.revenue = trans.units\_sold \* transPrice;

if (total.bookNo == trans.bookNo)

{

total.units\_sold += trans.units\_sold;

total.revenue += trans.revenue;

}

else

{

std::cout << total.bookNo << " " << total.units\_sold << " " << total.revenue << " ";

if (total.units\_sold != 0)

std::cout << total.revenue/total.units\_sold << std::endl;

else

std::cout << "(no sales)" << std::endl;

total.bookNo = trans.bookNo;

total.units\_sold = trans.units\_sold;

total.revenue = trans.revenue;

}

}

std::cout << total.bookNo << " " << total.units\_sold << " " << total.revenue << " ";

if (total.units\_sold != 0)

std::cout << total.revenue/total.units\_sold << std::endl;

else

std::cout << "(no sales)" << std::endl;

return 0;

}

else

{

std::cerr << "No data?!" << std::endl;

return -1; // indicate failure

}

}

## Exercise 2.42

Write your own version of the Sales\_data.h header and use it to rewrite the exercise from § 2.6.2(p. 76)

You can add some function in your header file. Look at [here](https://github.com/pezy/CppPrimer/blob/master/ch02/ex2_42.h).

rewrite the exercise:

* 1.5.1. [Code](https://github.com/pezy/CppPrimer/blob/master/ch02/ex2_42_1.cpp)
* 1.5.2. [Code](https://github.com/pezy/CppPrimer/blob/master/ch02/ex2_42_2.cpp)
* 1.6. [Code](https://github.com/pezy/CppPrimer/blob/master/ch02/ex2_42_3.cpp)

**Chapter 3**

## Exercise 3.1 : [part1](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_1a.cpp) | [part2](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_1b.cpp)

## Exercise 3.2 : [part1](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_2a.cpp) | [part2](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_2b.cpp)

## Exercise 3.3

Explain how whitespace characters are handled in the string input operator and in the getline function.

The getline function takes an input stream and a string. This function reads the given stream up to and including the first newline and stores what it read—not including the newline—in its string argument. After getline sees a newline, even if it is the first character in the input, it stops reading and returns. If the first character in the input is a newline, then the resulting string is the empty string.

getline function whitespace handling, do not ignore the beginning of the line blank characters read characters until it encounters a line break, read to termination and discard newline (line breaks removed from the input stream but is not stored in the string object).

[Read more](http://www.cplusplus.com/reference/string/string/getline/)

## Exercise 3.4 : [part1](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_4a.cpp) | [part2](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_4b.cpp)

## Exercise 3.5 : [part1](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_5a.cpp) | [part2](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_5b.cpp)

## [Exercise 3.6](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_6.cpp)

## Exercise 3.7

What would happen if you define the loop control variable in the previous exercise as type char? Predict the results and then change your program to use a char to see if you were right.

No different.

auto& c : str

We use auto to let the compiler determine the type of c. which in this case will be char&.

## [Exercise 3.8](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_8.cpp)

## Exercise 3.9

What does the following program do? Is it valid? If not, why not?

string s;

cout << s[0] << endl;

Try to get the first element of the string. It is invalid, cause this is **undefined behavior**.

## [Exercise 3.10](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_10.cpp)

## Exercise 3.11

Is the following range for legal? If so, what is the type of c?

const string s = "Keep out!";

for (auto &c : s){/\*... \*/}

When you don't change c's value, it's legal, else it's illegal.

For example:

cout << c; // legal.

c = 'X'; // illegal.

The type of c is const char&. read-only variable is not assignable.

## Exercise 3.12

Which, if any, of the following vector definitions are in error? For those that are legal, explain what the definition does. For those that are not legal, explain why they are illegal.

vector<vector<int>> ivec; // legal(c++11), vectors.

vector<string> svec = ivec; // illegal, different type.

vector<string> svec(10, "null"); // legal, vector have 10 strings: "null".

## Exercise 3.13

How many elements are there in each of the following vectors? What are the values of the elements?

vector<int> v1; // size:0, no values.

vector<int> v2(10); // size:10, value:0

vector<int> v3(10, 42); // size:10, value:42

vector<int> v4{10}; // size:1, value:10

vector<int> v5{10, 42}; // size:2, value:10, 42

vector<string> v6{10}; // size:10, value:""

vector<string> v7{10, "hi"}; // size:10, value:"hi"

## [Exercise 3.14](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_14.cpp)

## [Exercise 3.15](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_15.cpp)

## [Exercise 3.16](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_16.cpp)

## [Exercise 3.17](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_17.cpp)

## [Exercise 3.18](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_18.cpp)

## [Exercise 3.19](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_19.cpp)

## [Exercise 3.20](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_20.cpp)

## [Exercise 3.21](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_21.cpp)

## [Exercise 3.22](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_22.cpp)

## [Exercise 3.23](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_23.cpp)

## [Exercise 3.24](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_24.cpp)

## [Exercise 3.25](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_25.cpp)

## Exercise 3.26

In the binary search program on page 112, why did we write mid=beg+(end-beg)/2; instead of mid=(beg+end) /2;?

Because the iterator of vector don't define the + operator **between the two iterators**. beg + end is illegal.

We can only use the subtraction between the two iterators.

## Exercise 3.27

Assuming txt\_size is a function that takes no arguments and returns an int value, which of the following definitions are illegal? Explain why.

unsigned buf\_size = 1024;

int ia[buf\_size]; // illegal, The dimension value must be a constant expression.

int ia[4 \* 7 - 14]; // legal

int ia[txt\_size()]; // illegal, The dimension value must be a constant expression.

char st[11] = "fundamental"; // illegal, the string's size is 12.

## Exercise 3.28

What are the values in the following arrays?

string sa[10];

int ia[10];

int main() {

string sa2[10];

int ia2[10];

}

please see 2.2.1. Variable Definitions -> Default Initialization.

std::string isn't a build-in type. The initializer will set it empty. ia and ia2 are build-type. But ia isn't in the function body, so it will be initialized to **zero**. ia2 is in the function body. so it's value is **undefined**.

You can also use gdb to debug the value when the code is running.

## Exercise 3.29:

List some of the drawbacks of using an array instead of a vector.

1. can't add elements to an array.
2. vector is better supported bt std.

## Exercise 3.30

Identify the indexing errors in the following code:

constexpr size\_t array\_size = 10;

int ia[array\_size];

for (size\_t ix = 1; ix <= array\_size; ++ix)

ia[ix] = ix;

The size of ia is 10, so the index of value should less than 10. ix **cannot** equal the array\_size.

## [Exercise 3.31](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_31.cpp)

## [Exercise 3.32](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_32.cpp)

## Exercise 3.33

What would happen if we did not initialize the scores array in the program on page 116?

If we did not initialize the scores array. the array is undefined. the value will be Unknown.

Look like this:
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## Exercise 3.34

Given that p1 and p2 point to elements in the same array, what does the following code do? Are there values of p1 or p2 that make this code illegal?

p1 += p2 - p1;

we assume p1 and p2 point to an array arr. so p1 = &arr[0]; and p2 = &arr[0]. p2 - p1 is the distance of arr[0] to arr[0], and must be zero. so p1 += 0; can not change the p1's point.

p1 += p2 - p1; same as p1 = p2;. If p2 and p1 are legal, this code always legal.

## [Exercise 3.35](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_35.cpp)

## [Exercise 3.36](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_36.cpp)

## Exercise 3.37

What does the following program do?

const char ca[] = {'h', 'e', 'l', 'l', 'o'};

const char \*cp = ca;

while (\*cp) {

cout << \*cp << endl;

++cp;

}

Print all the elements of the array.

**WARNING!!!!**  
When we use a string, the compiler put it in the section .rodata, the code uses C-style character string without adding a '\0' in the end of ca.  
So, when we code like this:

const char ca[] = {'h', 'e', 'l', 'l', 'o'};

const char s[] = "world";

const char \*cp = ca;

while (\*cp) {

cout << \*cp;

++cp;

}

The code will print "helloworld" when you run it. because the character list in the .rodata like this:

h e l l o w o r l d \0

While(\*cp) judge weather \*cp is 0 or not. when \*cp is not 0, it will print the character until 0.  
When you change the code like this:

const char ca[] = {'h', 'e', 'l', 'l', 'o', '\0'};

the character list in the .rodata:

h e l l o \0 w o r l d \0

The program will run correctly. So when using C-style character string, be careful!!

see .rodata, you can use this command:

hexdump -C a.out

## Exercise 3.38

In this section, we noted that it was not only illegal but meaningless to try to add two pointers. Why would adding two pointers be meaningless?

Because Subtracting two points gives a logically explainable result - the offset in memory between two points. Similarly, you can subtract or add an integral number to/from a pointer, which means "move the pointer up or down". Adding a pointer to a pointer is something which is hard to explain. The result is meaningless.

References:

* [Why can't I add pointers](http://stackoverflow.com/questions/2935038/why-cant-i-add-pointers)

## [Exercise 3.39](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_39.cpp)

## [Exercise 3.40](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_40.cpp)

## [Exercise 3.41](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_41.cpp)

## [Exercise 3.42](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_42.cpp)

## [Exercise 3.43](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_43.cpp)

## [Exercise 3.44](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_44.cpp)

## [Exercise 3.45](https://github.com/pezy/CppPrimer/blob/master/ch03/ex3_45.cpp)

**Chapter 4**

**Exercise 4.1**

What is the value returned by 5 + 10 \* 20/2?

105

**Exercise 4.2**

Using Table 4.12 (p. 166), parenthesize the following expressions to indicate the order in which the operands are grouped:

\* vec.begin() //=> \*(vec.begin())

\* vec.begin() + 1 //=> (\*(vec.begin())) + 1

**Exercise 4.3**

Order of evaluation for most of the binary operators is left undefined to give the compiler opportunities for optimization. This strategy presents a trade-off between efficient code generation and potential pitfalls in the use of the language by the programmer. Do you consider that an acceptable trade-off? Why or why not?

Yes, I think it necessary to hold the trade-off. Because the speed is always the biggest advantage of C++. Sometimes, we need the compiler's features for efficient work. But if you are not a expert. I have to advice you do not touch the undefined behaviors.

For an instance, cout << i << ++i <<endl should never appear in your code.

**Exercise 4.4**

Parenthesize the following expression to show how it is evaluated. Test your answer by compiling the expression (without parentheses) and printing its result.

12 / 3 \* 4 + 5 \* 15 + 24 % 4 / 2

// parenthesize

((12/3)\*4) + (5\*15) + ((24%4)/2)

// 16 + 75 + 0 = 91

// print: 91

**Exercise 4.5**

Determine the result of the following expressions.

-30 \* 3 + 21 / 5 // -90+4 = -86

-30 + 3 \* 21 / 5 // -30+63/5 = -30+12 = -18

30 / 3 \* 21 % 5 // 10\*21%5 = 210%5 = 0

-30 / 3 \* 21 % 4 // -10\*21%4 = -210%4 = -2

**Exercise 4.6**

Write an expression to determine whether an int value is even or odd.

i%2 == 0 ? "even" : "odd"

**Exercise 4.7**

What does overflow mean? Show three expressions that will overflow.

short svalue = 32767; ++svalue; // -32768

unsigned uivalue = 0; --uivalue; // 4294967295

unsigned short usvalue = 65535; ++usvalue; // 0

**Exercise 4.8**

Explain when operands are evaluated in the logical AND, logical OR, and equality operators.

logical AND : true only if both its operands evaluated to true; logical OR : true if either of its operands evaluated totrue; equality operators : true only if its operands are equal.

**Exercise 4.9**

Explain the behavior of the condition in the following if:

const char \*cp = "Hello World";

if (cp && \*cp)

cp is a pointer to const char \*, and it's not a nullptr. true.

\*cp is a const char: 'H', and it is explicit a nonzero value. true.

true && true = true.

**Exercise 4.10**

Write the condition for a while loop that would read ints from the standard input and stop when the value read is equal to 42.

int i = 0;

while(cin >> i && i != 42)

**Exercise 4.11**

Write an expression that tests four values, a, b, c, and d, and ensures that a is greater than b, which is greater than c, which is greater than d.

a>b && b>c && c>d

**Exercise 4.12**

Assuming i, j, and k are all ints, explain what i != j < k means.

According to Operator precedence, i != j < k is same as i != (j < k).

The condition group j and k to the < operator. The bool result of that expression is the right hand operand of the !=operator. That is i(int) is compared to the true/false result of the first comparison! To accomplish the test we intended, we can rewrite the expression as follows:

i != j && j < k

**reference**

It is usually a bad idea to use the boolean literals true and false as operands in a comparison. These literals should be used only to compare to an object of type bool.

**Exercise 4.13**

What are the values of i and d after each assignment?

int i; double d;

d = i = 3.5; // i = 3, d = 3.0

i = d = 3.5; // d = 3.5, i = 3

**Exercise 4.14**

Explain what happens in each of the if tests:

if (42 = i) // complie error: expression is not assignable

if (i = 42) // true.

**Exercise 4.15**

The following assignment is illegal. Why? How would you correct it?

double dval; int ival; int \*pi;

dval = ival = pi = 0;

// pi is a pointer to int.

// can not assign to 'int' from type 'int \*'

// correct it:

dval = ival = 0;

pi = 0;

**Exercise 4.16**

Although the following are legal, they probably do not behave as the programmer expects. Why? Rewrite the expressions as you think they should be.

if (p = getPtr() != 0)

if (i = 1024)

// why? always true. use an assigment as a condition.

// correct it

if ((p=getPtr()) != 0)

if (i == 1024)

**Exercise 4.17**

Explain the difference between prefix and postfix increment.

The postfix operators increment(or decrement) the operand but yield a copy of the original, unchanged value as its result.

The prefix operators return the object itself as an **lvalue**.

The postfix operators return a copy of the object's original value as an **rvalue**.

**Exercise 4.18**

What would happen if the while loop on page 148 that prints the elements from a vector used the prefix increment operator?

It will print from the second element and will dereference the v.end() at last.(It's undefined and very dangerous)

**Exercise 4.19**

Given that ptr points to an int, that vec is a vector, and that ival is an int, explain the behavior of each of these expressions. Which, if any, are likely to be incorrect? Why? How might each be corrected?

ptr != 0 && \*ptr++ // check ptr is not a nullptr. and check the pointer value.

ival++ && ival // check ival and ival+1 whether equal zero.

vec[ival++] <= vec[ival] // incorrect. It is an \*\*undefined behavior.\*\*

// correct:

vec[ival] <= vec[ival+1]

**Exercise 4.20**

Assuming that iter is a vector::iterator, indicate which, if any, of the following expressions are legal. Explain the behavior of the legal expressions and why those that aren’t legal are in error.

\*iter++; // return \*iter, then ++iter.

(\*iter)++; // illegal, \*iter is a string, cannot increment value.

\*iter.empty() // illegal, iter should use '->' to indicate whether empty.

iter->empty(); // indicate the iter' value whether empty.

++\*iter; // illegal, string have not increment.

iter++->empty(); // return iter->empty(), then ++iter.

**[Exercise 4.21](https://github.com/pezy/CppPrimer/blob/master/ch04/ex4_21.cpp)**

**[Exercise 4.22](https://github.com/pezy/CppPrimer/blob/master/ch04/ex4_22.cpp)**

**Exercise 4.23**

The following expression fails to compile due to operator precedence. Using Table 4.12 (p. 166), explain why it fails. How would you fix it?

string s = "word";

string pl = s + s[s.size() - 1] == 's' ? "" : "s" ;

Operator Precedence: ?: < + Fix it:

string pl = s + (s[s.size() - 1] == 's' ? "" : "s") ;

**Exercise 4.24**

Our program that distinguished between high pass, pass, and fail depended on the fact that the conditional operator is right associative. Describe how that operator would be evaluated if the operator were left associative.

if the operator were left associative.

finalgrade = (grade > 90) ? "high pass" : (grade < 60) ? "fail" : "pass";

would same as :

finalgrade = ((grade > 90) ? "high pass" : (grade < 60)) ? "fail" : "pass";

if grade > 90, first conditional operator's result is high pass. so the finalgrade is always fail. It's contradictory obviously.

**Exercise 4.25**

What is the value of ~'q' << 6 on a machine with 32-bit ints and 8 bit chars, that uses Latin-1 character set in which 'q' has the bit pattern 01110001?

The final value in decimal representation is -7296.

The bitwise NOT operator (~) yields us the Ones' Complement of 0000 0000 0000 0000 0000 0000 0111 0001, which is1111 1111 1111 1111 1111 1111 1000 1110. The value of 1111 1111 1111 1111 1111 1111 1000 1110 in decimal form is-114. This may come as a surprise to some as the unsigned value of said binary sequence is 4294967182. The most significant bit (the left-most bit, commonly referred to as the sign bit) is however "turned on", or 1, which signifies a negation operation on that particular bit. The value of that particular bit is then -2147483648.

We then shift the bits 6 digits to the left, which yields us 1111 1111 1111 1111 1110 0011 1000 0000. Overflowing bits were discarded. The decimal representation of the binary sequence is -7296.

**Exercise 4.26**

In our grading example in this section, what would happen if we used unsigned int as the type for quiz1?

no different in most situation. unsigned int have the same size as unsigned long on most machine. But the second one could make sure that it have **at least 32 bits** on any machine.

**Exercise 4.27**

What is the result of each of these expressions?

unsigned long ul1 = 3, ul2 = 7;

ul1 & ul2 // == 3

ul1 | ul2 // == 7

ul1 && ul2 // == true

ul1 || ul2 // == ture

**[Exercise 4.28](https://github.com/pezy/CppPrimer/blob/master/ch04/ex4_28.cpp)**

**Exercise 4.29**

Predict the output of the following code and explain your reasoning. Now run the program. Is the output what you expected? If not, figure out why.

int x[10]; int \*p = x;

cout << sizeof(x)/sizeof(\*x) << endl;

cout << sizeof(p)/sizeof(\*p) << endl;

The first result is 10. It returns the number of elements in x. But the second result depends on your machine. It would be 2 on the 64-bit machine and 1 on the 32-bit machine. Because of the size of pointer is different on various machines.

reference: [Why the size of a pointer is 4bytes in C++](http://stackoverflow.com/a/2428809)

**Exercise 4.30**

Using Table 4.12 (p. 166), parenthesize the following expressions to match the default evaluation:

sizeof x + y // (sizeof x)+y . "sizeof" has higher precedence than binary `+`.

sizeof p->mem[i] // sizeof(p->mem[i])

sizeof a < b // sizeof(a) < b

sizeof f() //If `f()` returns `void`, this statement is undefined, otherwise it returns the size of return type.

reference: [sizeof operator](http://en.cppreference.com/w/cpp/language/sizeof)

**Exercise 4.31**

The program in this section used the prefix increment and decrement operators. Explain why we used prefix and not postfix. What changes would have to be made to use the postfix versions? Rewrite the program using postfix operators.

p

We use prefix and not postfix, just because of the Advice: Use Postfix Operators only When Necessary on §4.5. Increment and Decrement Operators.

**Advice: Use Postfix Operators only When Necessary**

Readers from a C background might be surprised that we use the prefix increment in the programs we've written. The reason is simple: The prefix version avoids unnecessary work. It increments the value and returns the incremented version.The postfix operator must store the original value so that it can return the unincremented value as its result. If we don’t need the unincremented value, there’s no need for the extra work done by the postfix operator.

For ints and pointers, the compiler can optimize away this extra work. For more complicated iterator types, this extra work potentially might be more costly. By habitually using the prefix versions, we do not have to worry about whether the performance difference matters. Moreover—and perhaps more importantly—we can express the intent of our programs more directly.

So, it's just a good habits. And there are no changes if we have to be made to use the postfix versions. Rewrite:

for(vector<int>::size\_type ix = 0; ix != ivec.size(); ix++, cnt--)

ivec[ix] = cnt;

This is not an appropriate example to discuss the difference of prefix and postfix. Look at the section Built-in comma operator on [this page](http://en.cppreference.com/w/cpp/language/operator_other).

reference: [Usage of the Built-in Comma Operator](http://stackoverflow.com/questions/22591387/usage-of-the-built-in-comma-operator)

**Exercise 4.32**

Explain the following loop.

constexpr int size = 5;

int ia[size] = {1,2,3,4,5};

for (int \*ptr = ia, ix = 0;

ix != size && ptr != ia+size;

++ix, ++ptr) { /\* ... \*/ }

ptr and ix have the same function. The former use a pointer, and the latter use the index of array. we use the loop to through the array.(just choose one from ptr and ix)

**Exercise 4.33**

Using Table 4.12 (p. 166) explain what the following expression does:

someValue ? ++x, ++y : --x, --y

Because of the most lowest precedence of the comma operator, the expression is same as:

(someValue ? ++x, ++y : --x), --y

If someValue is true, then ++x, and the result is y, if someValue is false, then --x, and the result is --y. so it is also same as:

someValue ? (++x,y) : (--x,--y);

Even though the result has nothing to do with x, the evaluation of someValue does effect the operation on x.

**Exercise 4.34**

Given the variable definitions in this section, explain what conversions take place in the following expressions: (a) if (fval) (b) dval = fval + ival; (c) dval + ival \* cval; Remember that you may need to consider the associativity of the operators.

if (fval) // fval converted to bool

dval = fval + ival; // ival converted to fval, then the result of fval add ival converted to double.

dval + ival \* cval; // cval converted to int, then that int and ival converted to double.

**Exercise 4.35**

Given the following definitions,

char cval; int ival; unsigned int ui; float fval; double dval;

identify the implicit type conversions, if any, taking place:

cval = 'a' + 3; // 'a' promoted to int, then the result of ('a' + 3)(int) converted to char.

fval = ui - ival \* 1.0; // ival converted to double , ui also converted to double. then that double converted(by truncation) to float.

dval = ui \* fval; // ui promoted to float. then that float converted to double.

cval = ival + fval + dval; // ival converted to float, then that float and fval converted to double. At last, that double converted to char(by truncation).

**Exercise 4.36**

Assuming i is an int and d is a double write the expression i \*= d so that it does integral, rather than floating-point, multiplication.

i \*= static\_cast<int>(d);

**Exercise 4.37**

Rewrite each of the following old-style casts to use a named cast:

int i; double d; const string \*ps; char \*pc; void \*pv;

pv = (void\*)ps; // pv = const\_cast<string\*>(ps); or pv = static\_cast<void\*>(const\_cast<string\*>(ps));

i = int(\*pc); // i = static\_cast<int>(\*pc);

pv = &d; // pv = static\_cast<void\*>(&d);

pc = (char\*)pv; // pc = reinterpret\_cast<char\*>(pv);

**Exercise 4.38**

Explain the following expression:

double slope = static\_cast<double>(j/i);

j/i is an int(by truncation), then converted to double and assigned to slope.

**Chapter 5**

## Exercise 5.1

What is a null statement? When might you use a null statement?

null statement is the empty statement. like this:

; // null statement

I might use a null statement when the \*\*language requires a statement but the program's logic does not. For example:

// read until we hit end-of-file or find an input equal to sought

while (cin >> s && s != sought)

; // null statement.

## Exercise 5.2

What is a block? When might you might use a block?

block is a (possiby empty) sequence of statements and declarations surrounded by a pair of curly braces.

I might use a block when the language requires a single statement but the logic of our program needs more than one. For example:

while (val <= 10)

{

sum += val;

++val;

}

## Exercise 5.3

Use the comma operator (§ 4.10, p. 157) to rewrite the while loop from § 1.4.1 (p. 11) so that it no longer requires a block. Explain whether this rewrite improves or diminishes the readability of this code.

#include <iostream>

int main()

{

int sum = 0, val = 1;

while (val <= 10)

sum += val, ++val;

std::cout << "Sum of 1 to 10 inclusive is "

<< sum << std::endl;

return 0;

}

This rewrite diminishes the readability of the code. The comma operator always guarantees the order and discards the front result. But there are no meaning in this example, however, also are incomprehensible.

## Exercise 5.4

Explain each of the following examples, and correct anyproblems you detect.

* (a) while (string::iterator iter != s.end()) { /\* . . . \*/ }
* (b) while (bool status = find(word)) { /\* . . . / } if (!status) { / . . . \*/ }

(a) iter point at nothing. invalid.

std::string::iterator iter = s.begin();

while (iter != s.end()) { /\* . . . \*/ }

(b) The if statement is not in the while's block. so the status is invalid. And if find(word) return true, it will go through the while block. we should declare the status before while.

bool status;

while ((status = find(word))) {/\* ... \*/}

if (!status) {/\* ... \*/}

In fact, the judge !status is unnecessary. If the status=false, we leave the while, and !status is always true.

## [Exercise 5.5](https://github.com/pezy/CppPrimer/blob/master/ch05/ex5_5.cpp)

## [Exercise 5.6](https://github.com/pezy/CppPrimer/blob/master/ch05/ex5_6.cpp)

## Exercise 5.7

Correct the errors in each of the following code fragments:

(a) if (ival1 != ival2) ival1 = ival2

else ival1 = ival2 = 0;

(b) if (ival < minval) minval = ival;

occurs = 1;

(c) if (int ival = get\_value())

cout << "ival = " << ival << endl;

if (!ival)

cout << "ival = 0\n";

(d) if (ival = 0)

ival = get\_value();

(a) if (ival1 != ival2) ival1 = ival2; // lost semicolon.

else ival1 = ival2 = 0;

(b) if (ival < minval)

{

minval = ival;

occurs = 1;

}

(c) if (int ival = get\_value())

cout << "ival = " << ival << endl;

else if (!ival)

cout << "ival = 0\n";

(d) if (ival == 0)

ival = get\_value();

## Exercise 5.8

What is a “dangling else”? How are else clauses resolved in C++?

Colloquial term used to refer to the problem of how to process nested if statements in which there are more ifs than elses. In C++, an else is always paired with the closest preceding unmatched if.

## [Exercise 5.9](https://github.com/pezy/CppPrimer/blob/master/ch05/ex5_9.cpp)

## [Exercise 5.10](https://github.com/pezy/CppPrimer/blob/master/ch05/ex5_10.cpp)

## [Exercise 5.11](https://github.com/pezy/CppPrimer/blob/master/ch05/ex5_11.cpp)

## [Exercise 5.12](https://github.com/pezy/CppPrimer/blob/master/ch05/ex5_12.cpp)

## Exercise 5.13

Each of the programs in the highlighted text on page 184 contains a common programming error. Identify and correct each error.

(a) unsigned aCnt = 0, eCnt = 0, iouCnt = 0;

char ch = next\_text();

switch (ch) {

case 'a': aCnt++;

case 'e': eCnt++;

default: iouCnt++;

}

(b) unsigned index = some\_value();

switch (index) {

case 1:

int ix = get\_value();

ivec[ ix ] = index;

break;

default:

ix = ivec.size()-1;

ivec[ ix ] = index;

}

(c) unsigned evenCnt = 0, oddCnt = 0;

int digit = get\_num() % 10;

switch (digit) {

case 1, 3, 5, 7, 9:

oddcnt++;

break;

case 2, 4, 6, 8, 10:

evencnt++;

break;

}

(d) unsigned ival=512, jval=1024, kval=4096;

unsigned bufsize;

unsigned swt = get\_bufCnt();

switch(swt) {

case ival:

bufsize = ival \* sizeof(int);

break;

case jval:

bufsize = jval \* sizeof(int);

break;

case kval:

bufsize = kval \* sizeof(int);

break;

}

(a) unsigned aCnt = 0, eCnt = 0, iouCnt = 0;

char ch = next\_text();

switch (ch) {

case 'a': aCnt++; break;

case 'e': eCnt++; break;

case 'i':

case 'o':

case 'u': iouCnt++; break;

}

(b) unsigned index = some\_value();

int ix;

switch (index) {

case 1:

ix = get\_value();

ivec[ ix ] = index;

break;

default:

ix = static\_cast<int>(ivec.size())-1;

ivec[ ix ] = index;

}

(c) unsigned evenCnt = 0, oddCnt = 0;

int digit = get\_num() % 10;

switch (digit) {

case 1: case 3: case 5: case 7: case 9:

oddcnt++;

break;

case 2: case 4: case 6: case 8: case 0:

evencnt++;

break;

}

(d) const unsigned ival=512, jval=1024, kval=4096;

unsigned bufsize;

unsigned swt = get\_bufCnt();

switch(swt) {

case ival:

bufsize = ival \* sizeof(int);

break;

case jval:

bufsize = jval \* sizeof(int);

break;

case kval:

bufsize = kval \* sizeof(int);

break;

}

## Exercise 5.14

Write a program to read strings from standard input looking for duplicated words. The program should find places in the input where one word is followed immediately by itself. Keep track of the largest number of times a single repetition occurs and which word is repeated. Print the maximum number of duplicates, or else print a message saying that no word was repeated. For example, if the input is

how now now now brown cow cow

the output should indicate that the word now occurred three times.

* [concise solution](https://github.com/pezy/CppPrimer/blob/master/ch05/ex5_14.cpp)
* [easy to understand](https://github.com/pezy/CppPrimer/blob/master/ch05/ex5_14_1.cpp)

## Exercise 5.15

Explain each of the following loops. Correct any problems you detect.

(a) for (int ix = 0; ix != sz; ++ix) { /\* ... \*/ }

if (ix != sz)

// . . .

(b) int ix;

for (ix != sz; ++ix) { /\* ... \*/ }

(c) for (int ix = 0; ix != sz; ++ix, ++sz) { /\*...\*/ }

(a) int ix;

for (ix = 0; ix != sz; ++ix) { /\* ... \*/ }

if (ix != sz)

// . . .

(b) int ix;

for (; ix != sz; ++ix) { /\* ... \*/ }

(c) for (int ix = 0; ix != sz; ++ix) { /\*...\*/ }

## Exercise 5.16

The while loop is particularly good at executing while some condition holds; for example, when we need to read values until end-of-file. The for loop is generally thought of as a **step loop**: An index steps through a range of values in a collection. Write an idiomatic use of each loop and then rewrite each using the other loop construct. If you could use only one loop, which would you choose? Why?

// while idiomatic

int i;

while ( cin >> i )

// ...

// same as for

for (int i = 0; cin >> i;)

// ...

// for idiomatic

for (int i = 0; i != size; ++i)

// ...

// same as while

int i = 0;

while (i != size)

{

// ...

++i;

}

I prefer for to while in such cases, because it's terse. More importantly, object i won't pollute the external scope after it goes out of the loop. It's a little bit easier to add new code into the external scope, since it reduces the possibility of naming conflicts .That is, a higher maintainability. Of course, this way makes the code a bit harder to read. ([@Mooophy](https://github.com/Mooophy))

## [Exercise 5.17](https://github.com/pezy/CppPrimer/blob/master/ch05/ex5_17.cpp)

## Exercise 5.18

Explain each of the following loops. Correct any problems you detect.

(a) do { // added bracket.

int v1, v2;

cout << "Please enter two numbers to sum:" ;

if (cin >> v1 >> v2)

cout << "Sum is: " << v1 + v2 << endl;

}while (cin);

(b) int ival;

do {

// . . .

} while (ival = get\_response()); // should not declared in this scope.

(c) int ival = get\_response();

do {

ival = get\_response();

} while (ival); // ival is not declared in this scope.

## [Exercise 5.19](https://github.com/pezy/CppPrimer/blob/master/ch05/ex5_19.cpp)

## [Exercise 5.20](https://github.com/pezy/CppPrimer/blob/master/ch05/ex5_20.cpp)

## [Exercise 5.21](https://github.com/pezy/CppPrimer/blob/master/ch05/ex5_21.cpp)

## Exercise 5.22

The last example in this section that jumped back to begin could be better written using a loop. Rewrite the code to eliminate the goto.

// backward jump over an initialized variable definition is okay

begin:

int sz = get\_size();

if (sz <= 0) {

goto begin;

}

use for to replace goto:

for (int sz = get\_size(); sz <=0; sz = get\_size())

; // should not remove.

## [Exercise 5.23](https://github.com/pezy/CppPrimer/blob/master/ch05/ex5_23.cpp)

## [Exercise 5.24](https://github.com/pezy/CppPrimer/blob/master/ch05/ex5_24.cpp)

## [Exercise 5.25](https://github.com/pezy/CppPrimer/blob/master/ch05/ex5_25.cpp)

**Chapter 6**

**Exercise 6.1**

**Parameters**: Local variable declared inside the function parameter list. they are initialized by the **arguments** provided in the each function call.

**Arguments**: Values supplied in a function call that are used to initialize the function's **parameters**.

**Exercise 6.2**

(a) string f() {

string s;

// ...

return s;

}

(b) void f2(int i) { /\* ... \*/ }

(c) int calc(int v1, int v2) { /\* ... \*/ }

(d) double square (double x) { return x \* x; }

**Exercise 6.3**

#include <iostream>

int fact(int val)

{

if (val == 0 || val == 1) return 1;

else return val \* fact(val-1);

}

int main()

{

int j = fact(5); // j equals 120, i.e., the result of fact(5)

std::cout << "5! is " << j << std::endl;

return 0;

}

**[Exercise 6.4](https://github.com/pezy/CppPrimer/blob/master/ch06/ex6_04.cpp)**

**Exercise 6.5**

template <typename T>

T abs(T i)

{

return i >= 0 ? i : -i;

}

**Exercise 6.6**

**local variable**: Variables defined inside a **block**;

**parameter**: **Local variables** declared inside the **function parameter list**

**local static variable**: **local static variable（object）** is initialized before the first time execution passes through the object’s definition.**Local statics** are not destroyed when a function ends; they are **destroyed when the program terminates.**

// example

size\_t count\_add(int n) // n is a parameter.

{

static size\_t ctr = 0; // ctr is a static variable.

ctr += n;

return ctr;

}

int main()

{

for (size\_t i = 0; i != 10; ++i) // i is a local variable.

cout << count\_add(i) << endl;

return 0;

}

**Exercise 6.7**

size\_t generate()

{

static size\_t ctr = 0;

return ctr++;

}

**[Exercise 6.8](https://github.com/pezy/CppPrimer/blob/master/ch06/Chapter6.h)**

**Exercise 6.9 [fact.cc](https://github.com/pezy/CppPrimer/blob/master/ch06/fact.cc) | [factMain.cc](https://github.com/pezy/CppPrimer/blob/master/ch06/factMain.cc)**

**[Exercise 6.10](https://github.com/pezy/CppPrimer/blob/master/ch06/ex6_10.cpp)**

**[Exercise 6.11](https://github.com/pezy/CppPrimer/blob/master/ch06/ex6_11.cpp)**

**[Exercise 6.12](https://github.com/pezy/CppPrimer/blob/master/ch06/ex6_12.cpp)**

**Exercise 6.13**

void f(T) pass the argument by value. **nothing the function does to the parameter can affect the argument**. void f(T&) pass a reference, will be **bound to** whatever T object we pass.

**Exercise 6.14**

a parameter should be a reference type:

void reset(int &i)

{

i = 0;

}

a parameter should not be a reference:

void print(std::vector<int>::iterator begin, std::vector<int>::iterator end)

{

for (std::vector<int>::iterator iter = begin; iter != end; ++iter)

std::cout << \*iter << std::endl;

}

**Exercise 6.15**

why is s a reference to const but occurs is a plain reference?

cause the s should not be changed by this function. but occurs's result must be calculated by the function.

Why are these parameters references, but the char parameter c is not?

casue c maybe a temp varable. such as find\_char(s, 'a', occurs)

What would happen if we made s a plain reference? What if we made occurs a reference to const?

s could be changed in the function, and occurs whould not be changed. so occurs = 0; is an error.

**Exercise 6.16**

bool is\_empty(const string& s) { return s.empty(); }

Since this function doesn't change the argument,"const" shoud be added before string&s,otherwise this function is misleading and can't be used with const string or in a const function.

**[Exercise 6.17](https://github.com/pezy/CppPrimer/blob/master/ch06/ex6_17.cpp)**

Not the same. For the first one "const" was used, since no change need to do for the argument. For the second function,"const" can't be used,because the content of the agument should be changed.

**Exercise 6.18**

(a)

bool compare(matrix &m1, matrix &m2){ /.../ }

(b)

vector<int>::iterator change\_val(int, vector<int>::iterator) { /.../ }

**Exercise 6.19**

(a) illegal, only one parameter. (b) legal. (c) legal. (d) legal.

**Exercise 6.20**

If we can use const, just use it. If we make a parameter a plain reference when it could be a reference to const, the reference value maybe changed.

**[Exercise 6.21](https://github.com/pezy/CppPrimer/blob/master/ch06/ex6_21.cpp)**

**[Exercise 6.22](https://github.com/pezy/CppPrimer/blob/master/ch06/ex6_22.cpp)**

**[Exercise 6.23](https://github.com/pezy/CppPrimer/blob/master/ch06/ex6_23.cpp)**

**Exercise 6.24**

Arrays have two special properties that affect how we define and use functions that operate on arrays: We cannot copy an array, and when we use an array it is (usually) **converted to a pointer**.

So we cannot pass an array by value, and when we pass an array to a function, we are actually passing a pointer to the array's first element.

In this question, const int ia[10] is actually same as const int\*, and the size of the array is **irrelevant**. we can passconst int ia[3] or const int ia[255], there are no differences. If we want to pass an array which size is ten, we should use reference like that:

void print10(const int (&ia)[10]) { /\*...\*/ }

see more discusses at <http://stackoverflow.com/questions/26530659/confused-about-array-parameters>

**[Exercise 6.25 && Exercise 6.26](https://github.com/pezy/CppPrimer/blob/master/ch06/ex6_25_26.cpp)**

**[Exercise 6.27](https://github.com/pezy/CppPrimer/blob/master/ch06/ex6_27.cpp)**

**Exercise 6.28**

The type of elem in the for loop is const std::string&.

**Exercise 6.29**

We should use const reference as the loop control variable. because the elements in an initializer\_list are always const values, so we cannot change the value of an element in an initializer\_list.

**Exercise 6.30**

Error (Clang):

Non-void function 'str\_subrange' should return a value. // error #1

Control may reach end of non-void function. // error #2

**Exercise 6.31**

when you can find the preexited object that the reference refered.

**Exercise 6.32**

legal, it gave the values (0 ~ 9) to array ia.

**[Exercise 6.33](https://github.com/pezy/CppPrimer/blob/master/ch06/ex6_33.cpp)([Generics Version](https://github.com/pezy/CppPrimer/blob/master/ch06/ex6_33_generics_version.cpp))**

**Exercise 6.34**

When the recursion termination condition becomes var != 0, two situations can happen : case 1 : If the argument is positive, recursion stops at 0. This is exactly what @shbling pointed out. case 2 : if the argument is negative, recursion would never stop. As a result,a stack overflow would occur.

**Exercise 6.35**

the recursive function will always use val as the parameter. *a recursion loop* would happen.

**Exercise 6.36**

string (&func(string (&arrStr)[10]))[10]

**Exercise 6.37**

using ArrT = string[10];

ArrT& func1(ArrT& arr);

auto func2(ArrT& arr) -> string(&)[10];

string arrS[10];

decltype(arrS)& func3(ArrT& arr);

I pefer the first one. because it is more simpler to me.

**Exercise 6.38**

decltype(arrStr)& arrPtr(int i)

{

return (i % 2) ? odd : even;

}

**Exercise 6.39**

(a) illegal

(b) illegal

(c) legal

**Exercise 6.40**

(a) no error

(b) Missing default argument on parameter 'wd', 'bckgrnd'.

**Exercise 6.41**

(a) illegal. No matching function for call to 'init'.

(b) legal, and match.

(c) legal, but not match. wd whould be setting to '\*'.

**[Exercise 6.42](https://github.com/pezy/CppPrimer/blob/master/ch06/ex6_42.cpp)**

**Exercise 6.43**

Both two should put in a header. (a) is an inline function. (b) is the declaration of useful function. we always put them in the header.

**[Exercise 6.44](https://github.com/pezy/CppPrimer/blob/master/ch06/ex6_44.cpp)**

**Exercise 6.45**

For example, the function arrPtr in [Exercise 6.38](https://github.com/pezy/CppPrimer/tree/master/ch06" \l "exercise-638) and make\_plural in [Exercise 6.42](https://github.com/pezy/CppPrimer/tree/master/ch06" \l "exercise-642) should be defined as inline. But the function func in [Exercise 6.4](https://github.com/pezy/CppPrimer/tree/master/ch06" \l "exercise-64) shouldn't. Cause it just being call once and too many codes in the function.

**Exercise 6.46**

Yes.

constexpr bool isShorter(const string& str1, const string& str2)

{

return str1.size() < str2.size();

}

If you want know more about constexpr function, maybe [it](http://stackoverflow.com/questions/28880538/i-am-confused-about-a-constexpr-function) is useful to you.

**[Exercise 6.47](https://github.com/pezy/CppPrimer/blob/master/ch06/ex6_47.cpp)**

**Exercise 6.48**

This loop let user input a word all the way until the word is sought.

It isn't a good use of assert. because if user begin to input a word, the cin would be always have content. so the assertwould be always true. It is meaningless. using assert(s == sought) is more better.

**Exercise 6.49**

candidate function:

Set of functions that are considered when resolving a function call. (all the functions with the name used in the call for which a declaration is in scope at the time of the call.)

viable function:

Subset of the candidate functions that could match a given call. It have the same number of parameters as arguments to the call, and each argument type can be converted to the corresponding parameter type.

**Exercise 6.50**

(a) illegal. 2.56 match the double, but 42 match the int.

(b) match void f(int).

(c) match void f(int, int).

(d) match void f(double, double = 3.14).

**[Exercise 6.51](https://github.com/pezy/CppPrimer/blob/master/ch06/ex6_51.cpp)**

**Exercise 6.52**

(a) Match through a promotion

(b) Arithmetic type conversion

**Exercise 6.53**

(a)

int calc(int&, int&); // calls lookup(int&)

int calc(const int&, const int&); // calls lookup(const int&)

(b)

int calc(char\*, char\*); // calls lookup(char\*)

int calc(const char\*, const char\*); calls lookup(const char \*)

(c)

illegal. both calls lookup(char\*)

**Exercise 6.54**

int func(int a, int b);

using pFunc1 = decltype(func) \*;

typedef decltype(func) \*pFunc2;

using pFunc3 = int (\*)(int a, int b);

using pFunc4 = int(int a, int b);

typedef int(\*pFunc5)(int a, int b);

using pFunc6 = decltype(func);

std::vector<pFunc1> vec1;

std::vector<pFunc2> vec2;

std::vector<pFunc3> vec3;

std::vector<pFunc4\*> vec4;

std::vector<pFunc5> vec5;

std::vector<pFunc6\*> vec6;

**Exercise 6.55**

int add(int a, int b) { return a + b; }

int subtract(int a, int b) { return a - b; }

int multiply(int a, int b) { return a \* b; }

int divide(int a, int b) { return b != 0 ? a / b : 0; }

**Exercise 6.56**

std::vector<decltype(func) \*> vec{add, subtract, multiply, divide};

for (auto f : vec)

std::cout << f(2, 2) << std::endl;

**Chapter 7**

## [Exercise 7.1](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_01.cpp)

## [Exercise 7.2](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_02.h)

## [Exercise 7.3](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_03.cpp)

## [Exercise 7.4](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_04.h)

## [Exercise 7.5](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_05.h)

## [Exercise 7.6](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_06.h)

## [Exercise 7.7](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_07.cpp)

## Exercise 7.8

Define read's Sales\_data parameter as plain reference since it's intended to change the revenue's value.

Define print's Sales\_data parameter as a reference to const since it isn't intended to change any member's value of this object.

## [Exercise 7.9](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_09.h)

## Exercise 7.10

if(read(read(cin, data1), data2))

we can try to divide it like that:

std::istream &firstStep = read(cin, data1);

sdt::istream &secondStep = read(firstStep, data2);

if (secondStep)

the condition of the if statement would read two Sales\_data object at one time.

## Exercise 7.11 [Header](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_11.h)|[CPP](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_11.cpp)

## [Exercise 7.12](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_12.h)

## [Exercise 7.13](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_13.cpp)

## Exercise 7.14

Sales\_data() : units\_sold(0) , revenue(0){}

## [Exercise 7.15](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_15.h)

## Exercise 7.16

There are no restrictions on how often an access specifier may appear.The specified access level remains in effect until the next access specifier or the end of the class body.

The members which are accessible to all parts of the program should define after a public specifier.

The members which are accessible to the member functions of the class but are not accessible to code that uses the class should define after a private specifier.

## Exercise 7.17

The only difference between using class and using struct to define a class is the default access level. (class : private, struct : public)

## Exercise 7.18

encapsulation is the separation of implementation from interface. It hides the implementation details of a type. (In C++, encapsulation is enforced by putting the implementation in the private part of a class)

Important advantages:

* User code cannot inadvertently corrupt the state of an encapsulation object.
* The implementation of an encapsulated class can change over time without requiring changes in user-level code.

## Exercise 7.19

public include: constructors, getName(), getAddress(). private include: name, address.

the interface should be defined as public, the data shouldn't expose to outside of the class.

## Exercise 7.20

friend is a mechanism by which a class grants access to its nonpublic members. They have the same rights as members.

**Pros**:

* the useful functions can refer to class members in the class scope without needing to explicitly prefix them with the class name.
* you can access all the nonpublic members conveniently.
* sometimes, more readable to the users of class.

**Cons**:

* lessens encapsulation and therefore maintainability.
* code verbosity, declarations inside the class, outside the class.

## [Exercise 7.21](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_21.h)

## [Exercise 7.22](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_22.h)

## Exercise 7.23 [Header](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_23.h)|[CPP](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_23.cpp)

## [Exercise 7.24](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_24.h)

## Exercise 7.25

The class below can rely on it. It goes in Section 7.1.5:

..the synthesized versions are unlikely to work correctly for classes that allocate resources that reside outside the class objects themselves.

Moreover, the synthesized versions for copy, assignment, and destruction work correctly for classes that have**vector or string members**.

Hence the class below which used only built-in type and strings can rely on the default version of copy and assignment. (by @Mooophy)

## Exercise 7.26 [Header](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_26.h)|[CPP](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_26.cpp)

## Exercise 7.27 [Class](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_27.h)|[Test](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_27_TEST.cpp)

## Exercise 7.28

The second call to display couldn't print # among the output, cause the call to set would change the **temporary copy**, not myScreen.

## Exercise 7.29

#with '&'

XXXXXXXXXXXXXXXXXXXX#XXXX

XXXXXXXXXXXXXXXXXXXX#XXXX

^^^

# without '&'

XXXXXXXXXXXXXXXXXXXX#XXXX

XXXXXXXXXXXXXXXXXXXXXXXXX

^^^

## Exercise 7.30

**Pros**

* more explicit
* less scope for misreading
* can use the member function parameter which name is same as the member name.
* void setAddr(const std::string &addr) {this->addr = addr;}

**Cons**

* more to read
* sometimes redundant
* std::string getAddr() const { return this->addr; } // unnecessary

## [Exercise 7.31](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_31.h)

## [Exercise 7.32](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_32.h)

## Exercise 7.33

[clang]error: unknown type name 'pos'

fixed:

Screen::pos Screen::size() const

{

return height\*width;

}

## Exercise 7.34

There is an error in

dummy\_fcn(pos height)

^

Unknown type name 'pos'

## Exercise 7.35

typedef string Type;

Type initVal(); // use `string`

class Exercise {

public:

typedef double Type;

Type setVal(Type); // use `double`

Type initVal(); // use `double`

private:

int val;

};

Type Exercise::setVal(Type parm) { // first is `string`, second is `double`

val = parm + initVal(); // Exercise::initVal()

return val;

}

**fixed**

changed

Type Exercise::setVal(Type parm) {

val = parm + initVal();

return val;

}

to

Exercise::Type Exercise::setVal(Type parm) {

val = parm + initVal();

return val;

}

and Exercise::initVal() should be defined.

## Exercise 7.36

In this case, the constructor initializer makes it appear as if base is initialized with i and then base is used to initialize rem. However, base is initialized first. The effect of this initializer is to initialize rem with the undefined value of base!

**fixd**

struct X {

X (int i, int j): base(i), rem(base % j) { }

int base, rem;

};

## Exercise 7.37

Sales\_data first\_item(cin); // use Sales\_data(std::istream &is) ; its value are up to your input.

int main() {

Sales\_data next; // use Sales\_data(std::string s = ""); bookNo = "", cnt = 0, revenue = 0.0

Sales\_data last("9-999-99999-9"); // use Sales\_data(std::string s = ""); bookNo = "9-999-99999-9", cnt = 0, revenue = 0.0

}

## Exercise 7.38

Sales\_data(std::istream &is = std::cin) { read(is, \*this); }

## Exercise 7.39

illegal. cause the call of overloaded 'Sales\_data()' is **ambiguous**.

## Exercise 7.40

Such as Book

class Book {

public:

Book() = default;

Book(unsigned no, std::string name, std::string author, std::string pubdate):no\_(no), name\_(name), author\_(author), pubdate\_(pubdate) { }

Book(std::istream &in) { in >> no\_ >> name\_ >> author\_ >> pubdate\_; }

private:

unsigned no\_;

std::string name\_;

std::string author\_;

std::string pubdate\_;

};

## Exercise 7.41 [Header](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_41.h)|[Cpp](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_41.cpp)|[Test](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_41_TEST.cpp)

## Exercise 7.42

class Book {

public:

Book(unsigned no, std::string name, std::string author, std::string pubdate):no\_(no), name\_(name), author\_(author), pubdate\_(pubdate) { }

Book() : Book(0, "", "", "") { }

Book(std::istream &in) : Book() { in >> no\_ >> name\_ >> author\_ >> pubdate\_; }

private:

unsigned no\_;

std::string name\_;

std::string author\_;

std::string pubdate\_;

};

## [Exercise 7.43](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_43.cpp)

## Exercise 7.44

illegal, cause there are ten elements, each would be default initialized. But no default initializer for the temporary object.

## Exercise 7.45

No problem. cause C have the default constructor.

## Exercise 7.46

* a) A class must provide at least one constructor. (**untrue**, "The compiler-generated constructor is known as the synthesized default constructor.")
* b) A default constructor is a constructor with an empty parameter list. (**untrue**, A default constructor is a constructor that is used if no initializer is supplied.What's more, A constructor that supplies default arguments for all its parameters also defines the default constructor)
* c) If there are no meaningful default values for a class, the class should not provide a default constructor. (**untrue**, the class should provide.)
* d) If a class does not define a default constructor, the compiler generates one that initializes each data member to the default value of its associated type. (**untrue**, only if our class does not explicitly define **any constructors**, the compiler will implicitly define the default constructor for us.)

## Exercise 7.47

Whether the conversion of a string to Sales\_data is desired **depends on how we think our users will use the conversion**. In this case, it might be okay. The string in null\_book probably represents a nonexistent ISBN.

Benefits:

* prevent the use of a constructor in a context that requires an implicit conversion
* we can define a constructor which is used only with the direct form of initialization

Drawbacks:

* meaningful only on constructors that can be called with a single argument

## Exercise 7.48

Both are noting happened.

## Exercise 7.49

(a) Sales\_data &combine(Sales\_data); // ok

(b) Sales\_data &combine(Sales\_data&); // [Error] no matching function for call to 'Sales\_data::combine(std::string&)' (`std::string&` can not convert to `Sales\_data` type.)

(c) Sales\_data &combine(const Sales\_data&) const; // The trailing const mark can't be put here, as it forbids any mutation on data members. This comflicts with combine's semantics.

Some detailed explanation about problem (b) :It's wrong. Because combine’s parameter is a non-const reference , we can't pass a temporary to that parameter. If combine’s parameter is a reference to const , we can pass a temporary to that parameter. Like this :Sales\_data &combine(const Sales\_data&); Here we call the Sales\_data combine member function with a string argument. This call is perfectly legal; the compiler automatically creates a Sales\_data object from the given string. That newly generated (temporary) Sales\_data is passed to combine.(Also you can read C++ Primer Page 295(English Edition))

## [Exercise 7.50](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_50.h)

## Exercise 7.51

Such as a function like that:

int getSize(const std::vector<int>&);

if vector has not defined its single-argument constructor as explicit. we can use the function like:

getSize(34);

What is this mean? It's very confused.

But the std::string is different. In ordinary, we use std::string to replace const char \*(the C language). so when we call a function like that:

void setYourName(std::string); // declaration.

setYourName("pezy"); // just fine.

it is very natural.

## Exercise 7.52

In my opinion ,the aim of the problem is Aggregate Class. Test-makers think that Sales\_data is Aggregate Class,soSales\_data should have no in-class initializers if we want to initialize the data members of an aggregate class by providing a braced list of member initializers:

FIXED:

struct Sales\_data {

std::string bookNo;

unsigned units\_sold;

double revenue;

};

## [Exercise 7.53](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_53.h)

## Exercise 7.54

shouldn't, cause a constexpr function must contain exactly one **return** statement.

## Exercise 7.55

yes.

An aggregate class whose data members are all of literal type is a literal class.

## Exercise 7.56

What is a static class member?

A class member that is **associated with the class**, rather than with individual objects of the class type.

What are the advantages of static members?

each object can no need to store a common data. And if the data is changed, each object can use the new value.

How do they differ from ordinary members?

* a static data member can have **incomplete type**.
* we can use a static member **as a default argument**.

## [Exercise 7.57](https://github.com/pezy/CppPrimer/blob/master/ch07/ex7_57.h)

## Exercise 7.58

static double rate = 6.5;

^

rate should be a constant expression.

static vector<double> vec(vecSize);

^

we may not specify an in-class initializer inside parentheses.

Fixed:

// example.h

class Example {

public:

static constexpr double rate = 6.5;

static const int vecSize = 20;

static vector<double> vec;

};

// example.C

#include "example.h"

constexpr double Example::rate;

vector<double> Example::vec(Example::vecSize);

**Chapter 8**

# Chapter 8. The IO Library

## Exercise 8.1:

Write a function that takes and returns an istream&. The function should read the stream until it hits end-of-file. The function should print what it reads to the standard output. Reset the stream so that it is valid before returning the stream.

istream& func(istream &is)

{

std::string buf;

while (is >> buf)

std::cout << buf << std::endl;

is.clear();

return is;

}

## [Exercise 8.2](https://github.com/pezy/CppPrimer/blob/master/ch08/ex8_02.cpp)

## Exercise 8.3:

What causes the following while to terminate?

while (cin >> i) /\* ... \*/

putting cin in an error state cause to terminate. such as eofbit, failbit and badbit.

## [Exercise 8.4](https://github.com/pezy/CppPrimer/blob/master/ch08/ex8_04.cpp)

## [Exercise 8.5](https://github.com/pezy/CppPrimer/blob/master/ch08/ex8_05.cpp)

## [Exercise 8.6](https://github.com/pezy/CppPrimer/blob/master/ch08/ex8_06.cpp)

## [Exercise 8.7](https://github.com/pezy/CppPrimer/blob/master/ch08/ex8_07.cpp)

## [Exercise 8.8](https://github.com/pezy/CppPrimer/blob/master/ch08/ex8_08.cpp)

## [Exercise 8.9](https://github.com/pezy/CppPrimer/blob/master/ch08/ex8_09.cpp)

## [Exercise 8.10](https://github.com/pezy/CppPrimer/blob/master/ch08/ex8_10.cpp)

## [Exercise 8.11](https://github.com/pezy/CppPrimer/blob/master/ch08/ex8_11.cpp)

## Exercise 8.12:

Why didn’t we use in-class initializers in PersonInfo?

Cause we need a aggregate class here. so it should have no in-class initializers.

## [Exercise 8.13](https://github.com/pezy/CppPrimer/blob/master/ch08/ex8_13.cpp)

## Exercise 8.14:

Why did we declare entry and nums as const auto &?

* cause they are all class type, not the built-in type. so **reference** more effective.
* output shouldn't change their values. so we added the const.

# Chapter 9. Sequential Containers

## Exercise 9.1:

Which is the most appropriate—a vector, a deque, or a list—for the following program tasks?Explain the rationale for your choice.If there is no reason to prefer one or another container, explain why not.

* (a) Read a fixed number of words, inserting them in the container alphabetically as they are entered. We’ll see in the next chapter that associative containers are better suited to this problem.
* (b) Read an unknown number of words. Always insert new words at the back. Remove the next value from the front.
* (c) Read an unknown number of integers from a file. Sort the numbers and then print them to standard output.
* (a) std::set is the best. now, we can select vector or deque, better than list, cause we don't need insert or delete elements in the middle.
* (b) deque. If the program needs to insert or delete elements at the front and the back, but not in the middle, use a deque
* (c) vector, no need that insert or delete at the front or back. and If your program has lots of small elements and space overhead matters, don’t use list or forward\_list.

## Exercise 9.2:

Define a list that holds elements that are deques that hold ints.

std::list<std::deque<int>> ldi;

## Exercise 9.3:

What are the constraints on the iterators that form iterator ranges?

two iterators, begin and end:

* they refer to elements of the same container.
* It is possible to reach end by repeatedly incrementing begin.

## Exercise 9.4:

Write a function that takes a pair of iterators to a vector and an int value. Look for that value in the range and return a bool indicating whether it was found.

bool find(vector<int>::iterator beg, vector<int>::iterator end, int value)

{

for (auto iter = beg; iter != end; ++iter)

if (\*iter == value) return true;

return false;

}

## Exercise 9.5:

Rewrite the previous program to return an iterator to the requested element. Note that the program must handle the case where the element is not found.

vector<int>::iterator find(vector<int>::iterator beg, vector<int>::iterator end, int value)

{

for (auto iter = beg; iter != end; ++iter)

if (\*iter == value) return iter;

return end;

}

## Exercise 9.6:

What is wrong with the following program? How might you correct it?

list<int> lst1;

list<int>::iterator iter1 = lst1.begin(), iter2 = lst1.end();

while (iter1 < iter2) /\*ERROR: operator< can't be applied to iterator for list\*/

Fixed:

while(iter1 != iter2)

#### note:

operator < can be used in list,but can't be applied to iterator for list.

## Exercise 9.7:

What type should be used as the index into a vector of ints?

vector<int>::size\_type

## Exercise 9.8:

What type should be used to read elements in a list of strings? To write them?

list<string>::iterator || list<string>::const\_iterator // read

list<string>::iterator // write

## Exercise 9.9:

What is the difference between the begin and cbegin functions?

cbegin is a const member that returns the container’s **const\_iterator** type.

begin is nonconst and returns the container’s **iterator** type.

## Exercise 9.10:

What are the types of the following four objects?

vector<int> v1;

const vector<int> v2;

auto it1 = v1.begin(), it2 = v2.begin();

auto it3 = v1.cbegin(), it4 = v2.cbegin();

[@shidenggui](https://github.com/shidenggui):

The question example codes have an error in gcc 4.8:

**error**: inconsistent deduction for ‘auto’: ‘\_\_gnu\_cxx::\_\_normal\_iterator >’ and then ‘\_\_gnu\_cxx::\_\_normal\_iterator >’ auto it1 = v1.begin(), it2 = v2.begin();

the correct codes should be:

auto it1 = v1.begin();

auto it2 = v2.begin(), it3 = v1.cbegin(), it4 = v2.cbegin();

it1 is vector<int>::iterator

it2,it3 and it4 are vector<int>::const\_iterator

## Exercise 9.11:

Show an example of each of the six ways to create and initialize a vector. Explain what values each vector contains.

vector<int> vec; // 0

vector<int> vec(10); // 0

vector<int> vec(10,1); // 1

vector<int> vec{1,2,3,4,5}; // 1,2,3,4,5

vector<int> vec(other\_vec); // same as other\_vec

vector<int> vec(other\_vec.begin(), other\_vec.end()); // same as other\_vec

## Exercise 9.12:

Explain the differences between the constructor that takes a container to copy and the constructor that takes two iterators.

* Constructor that takes two iterators copies the items between [first, last),e.g.

auto data = { 1, 2, 3 };

std::vector<int> vec(data.begin(), data.begin()+1); // vec is {1}

* Constructor that takes another container copies all items from it. e.g.

auto data = { 1, 2, 3 };

std::vector<int> vec(data); //vec is {1,2,3}

## [Exercise 9.13](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_13.cpp)

## [Exercise 9.14](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_14.cpp)

## [Exercise 9.15](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_15.cpp)

## [Exercise 9.16](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_16.cpp)

## Exercise 9.17:

Assuming c1 and c2 are containers, what (if any) constraints does the following usage place on the types of c1 and c2?

First, there must be the identical container and same type holded. Second,the type held must support relational operation. (@Mooophy)

Both c1 and c2 are the containers except the unordered associative containers.(@pezy)

## [Exercise 9.18](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_18.cpp)

## [Exercise 9.19](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_19.cpp)

## [Exercise 9.20](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_20.cpp)

## Exercise 9.21:

Explain how the loop from page 345 that used the return from insert to add elements to a list would work if we inserted into a vector instead.

It's the same.

The first call to insert takes the string we just read and puts it in front of the element denoted by iter. The value returned by insert is an iterator referring to this new element. We assign that iterator to iter and repeat thewhile, reading another word. As long as there are words to insert, each trip through the while inserts a new element ahead of iter and reassigns to iter the location of the newly inserted element. That element is the (new) first element. Thus, each iteration inserts an element ahead of the first element in the vector.

## Exercise 9.22:

Assuming iv is a vector of ints, what is wrong with the following program? How might you correct the problem(s)?

vector<int>::iterator iter = iv.begin(), mid = iv.begin() + iv.size()/2;

while (iter != mid)

if (\*iter == some\_val)

iv.insert(iter, 2 \* some\_val);

**Problems:**

1. It's a endless loop. iter never equal mid.
2. mid will be invalid after the insert.(see [issue 133](https://github.com/Mooophy/Cpp-Primer/issues/133))

**FIXED**:

// cause the reallocation will lead the iterators and references

// after the insertion point to invalid. Thus, we need to call reserver at first.

vector<int> iv = {0,1,2,3,4,5,6,7,8,9}; // For example.

iv.reserver(25); // make sure that enough

vector<int>::iterator iter = iv.begin(), mid = iv.begin() + iv.size()/2;

while (iter != mid)

if (\*mid == some\_val)

mid = iv.insert(mid, 2 \* some\_val);

else

--mid;

The complete test codes, check [this](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_22.cpp).

## Exercise 9.23:

In the first program in this section on page 346, what would the values of val, val2, val3, and val4 be if c.size() is 1?

same value that equal to the first element's.

## [Exercise 9.24](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_24.cpp)

## Exercise 9.25:

In the program on page 349 that erased a range of elements, what happens if elem1 and elem2 are equal? What if elem2 or both elem1 and elem2 are the off-the-end iterator?

if elem1 and elem2 are equal, nothing happened.

if elem2 is the off-the-end iterator, it would delete from elem1 to the end.

if both elem1 and elem2 are the off-the-end iterator, nothing happened too.

## [Exercise 9.26](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_26.cpp)

## [Exercise 9.27](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_27.cpp)

## Exercise 9.28:

Write a function that takes a forward\_list and two additional string arguments. The function should find the first string and insert the second immediately following the first. If the first string is not found, then insert the second string at the end of the list.

void insert(forward\_list<string> &flst, string find, string insrt)

{

auto prev = flst.before\_begin();

for (auto curr = flst.begin(); curr != flst.end(); prev = curr++)

if (\*curr == find)

{

flst.insert\_after(curr, insrt);

return;

}

flst.insert\_after(prev, insrt);

}

## Exercise 9.29:

Given that vec holds 25 elements, what does vec.resize(100) do? What if we next wrote vec.resize(10)?

vec.resize(100); // adds 75 items to the back of vec. These added items are value initialized.

vec.resize(10); // erases 90 elements from the back of vec

## Exercise 9.30:

What, if any, restrictions does using the version of resize that takes a single argument place on the element type?

If the container holds elements of a class type and resize adds elements we **must supply an initializer** or the element type must have a **default constructor**.

## Exercise 9.31 [use list](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_31_1.cpp) | [use forward\_list](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_31_2.cpp)

## [Exercise 9.32](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_32.cpp)

## [Exercise 9.33](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_33.cpp)

## [Exercise 9.34](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_34.cpp)

## Exercise 9.35:

Explain the difference between a vector’s capacity and its size.

The **size** of a container is the number of **elements** it already holds;

The **capacity** is how many elements it can hold before more **space** must be allocated.

## Exercise 9.36:

Can a container have a capacity less than its size?

cannot.

## Exercise 9.37:

Why don’t list or array have a capacity member?

list elements does not store contiguously. array has the fixed size, thus cannot added elements to it.

## [Exercise 9.38](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_38.cpp)

## Exercise 9.39:

Explain what the following program fragment does:

vector<string> svec;

svec.reserve(1024); // sets capacity to at least 1024

string word;

while (cin >> word) // input word continually

svec.push\_back(word);

svec.resize(svec.size()+svec.size()/2); // sets capacity to at least 3/2's size. may do nothing.

## Exercise 9.40:

If the program in the previous exercise reads 256 words, what is its likely capacity after it is resized? What if it reads 512? 1,000? 1,048?

| **read** | **size** | **capacity** |
| --- | --- | --- |
| 256 | 384 | 1024 |
| 512 | 768 | 1024 |
| 1000 | 1500 | 2000(clang is 2048) |
| 1048 | 1572 | 2048 |

## [Exercise 9.41](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_41.cpp)

## Exercise 9.42:

Given that you want to read a character at a time into a string, and you know that you need to read at least 100 characters, how might you improve the performance of your program?

Use member reserve(120) to allocate enough space for this string. (@Mooophy)

## [Exercise 9.43](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_43.cpp)

## [Exercise 9.44](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_44.cpp)

## [Exercise 9.45](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_45.cpp)

## [Exercise 9.46](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_46.cpp)

## Exercise 9.47 [find\_first\_of](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_47_1.cpp) | [find\_first\_not\_of](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_47_2.cpp)

## Exercise 9.48:

Given the definitions of name and numbers on page 365, what does numbers.find(name) return?

string::npos

## [Exercise 9.49](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_49.cpp)

## [Exercise 9.50](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_50.cpp)

## [Exercise 9.51](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_51.cpp)

## [Exercise 9.52](https://github.com/pezy/CppPrimer/blob/master/ch09/ex9_52.cpp)

# Chapter 10. Generic Algorithms

## [Exercise 10.1 and 10.2](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_01_02.cpp)

## [Exercise 10.3 and 10.4](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_03_04.cpp)

## [Exercise 10.5](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_05.cpp)

## [Exercise 10.6](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_06.cpp)

## [Exercise 10.7](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_07.cpp)

## Exercise 10.8:

We said that algorithms do not change the size of the containers over which they operate. Why doesn’t the use of back\_inserter invalidate this claim?

Cause the back\_inserter is a **insert iterator**, what iterator adaptor that generates an iterator that **uses a container operation** to add elements to a given container.

the algorithms don't change the size, but the iterator can change it by using the container operation.

## [Exercise 10.9](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_09.cpp)

## Exercise 10.10:

Why do you think the algorithms don’t change the size of containers?

@Mooophy: The aim of this design is to separate the algorithms and the operation provided by member function.

@pezy: Cause the library algorithms operate on **iterators**, **not containers**. Thus, an algorithm **cannot (directly)** add or remove elements.

## [Exercise 10.11](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_11.cpp)

## [Exercise 10.12](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_12.cpp)

## [Exercise 10.13](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_13.cpp)

## Exercise 10.14:

Write a lambda that takes two ints and returns their sum.

auto add = [](int lhs, int rhs){return lhs + rhs;};

## Exercise 10.15:

Write a lambda that captures an int from its enclosing function and takes an int parameter. The lambda should return the sum of the captured int and the int parameter.

int i = 42;

auto add = [i](int num){return i + num;};

## [Exercise 10.16](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_16.cpp)

## [Exercise 10.17](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_17.cpp)

## [Exercise 10.18 and 10.19](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_18_19.cpp)

## [Exercise 10.20 and 10.21](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_20_21.cpp)

## [Exercise 10.22](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_22.cpp)

## Exercise 10.23:

How many arguments does bind take?

Assuming the function to be bound have n parameters, bind take n + 1 parameters. The additional one is for the function to be bound itself.

## [Exercise 10.24](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_24.cpp)

## [Exercise 10.25](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_25.cpp)

## Exercise 10.26:

Explain the differences among the three kinds of insert iterators.

* back\_inserter uses push\_back.
* front\_inserter uses push\_front.
* insert uses insert >This function takes a second argument, which must be an iterator into the given container. Elements are inserted ahead of the element denoted by the given iterator.

## [Exercise 10.27](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_27.cpp)

## [Exercise 10.28](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_28.cpp)

## [Exercise 10.29](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_29.cpp)

## [Exercise 10.30](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_30.cpp)

## [Exercise 10.31](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_31.cpp)

## [Exercise 10.32](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_32.cpp)

## [Exercise 10.33](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_33.cpp)

## [Exercise 10.34 ~ 10.37](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_34_35_36_37.cpp)

## Exercise 10.38:

List the five iterator categories and the operations that each supports.

* Input iterators : ==, !=, ++, \*, ->
* Output iterators : ++, \*
* Forward iterators : ==, !=, ++, \*, ->
* Bidirectional iterators : ==, !=, ++, --, \*, ->
* Random-access iterators : ==, !=, <, <=, >, >=, ++, --, +, +=, -, -=, -(two iterators), \*, ->, iter[n]== \* (iter + n)

## Exercise 10.39:

What kind of iterator does a list have? What about a vector?

list have the **Bidirectional iterators**. vector have the **Random-access iterators**.

## Exercise 10.40:

What kinds of iterators do you think copy requires? What about reverse or unique?

* copy : first and second are Input iterators, last is Output iterators.
* reverse : Bidirectional iterators.
* unique : Forward iterators.

## Exercise 10.41:

Based only on the algorithm and argument names, describe the operation that the each of the following library algorithms performs:

replace(beg, end, old\_val, new\_val); // replace the old\_elements in the input range as new\_elements.

replace\_if(beg, end, pred, new\_val); // replace the elements in the input range which pred is true as new\_elements.

replace\_copy(beg, end, dest, old\_val, new\_val); // copy the new\_elements which is old\_elements in the input range into dest.

replace\_copy\_if(beg, end, dest, pred, new\_val); // copy the new\_elements which pred is true in the input range into dest.

## [Exercise 10.42](https://github.com/pezy/CppPrimer/blob/master/ch10/ex10_42.cpp)

# Chapter 11. Associative Containers

## Exercise 11.1:

Describe the differences between a map and a vector.

A map is a collection of key-value pairs. we can get a value **lookup by key** efficiently.

A vector is a collection of objects, and every object has an **associated index**, which gives access to that object.

## Exercise 11.2:

Give an example of when each of list, vector, deque, map, and set might be most useful.

* list : a to-do list. always need insert or delete the elements anywhere.
* vector : save some important associated data, always need query elements by index.
* deque : message handle. FIFO.
* map : dictionary.
* set : bad\_checks.

## [Exercise 11.3 and 11.4](https://github.com/pezy/CppPrimer/blob/master/ch11/ex11_3_4.cpp)

## Exercise 11.5:

Explain the difference between a map and a set. When might you use one or the other?

* set : the element type is the **key type**.
* map : we should use a key-value pair, such as {key, value} to indicate that the items together from one element in the map.

I use set when i just need to store the key, In other hand, I　would like use map when i need to store a key-value pair.

## Exercise 11.6:

Explain the difference between a set and a list. When might you use one or the other?

set is unique and order, but list is neither. using which one depend on whether the elements are unique and order to store.

## [Exercise 11.7](https://github.com/pezy/CppPrimer/blob/master/ch11/ex11_7.cpp)

## [Exercise 11.8](https://github.com/pezy/CppPrimer/blob/master/ch11/ex11_8.cpp)

## [Exercise 11.9 and 11.10](https://github.com/pezy/CppPrimer/blob/master/ch11/ex11_9_10.cpp)

## [Exercise 11.11](https://github.com/pezy/CppPrimer/blob/master/ch11/ex11_11.cpp)

## [Exercise 11.12 and 11.13](https://github.com/pezy/CppPrimer/blob/master/ch11/ex11_12_13.cpp)

## [Exercise 11.14](https://github.com/pezy/CppPrimer/blob/master/ch11/ex11_14.cpp)

## Exercise 11.15:

What are the mapped\_type, key\_type, and value\_type of a map from int to vector?

* mapped\_type : vector
* key\_type : int
* value\_type : std::pair>

## Exercise 11.16:

Using a map iterator write an expression that assigns a value to an element.

std::map<int, std::string> map;

map[25] = "Alan";

std::map<int, std::string>::iterator it = map.begin();

it->second = "Wang";

## Exercise 11.17:

Assuming c is a multiset of strings and v is a vector of strings, explain the following calls. Indicate whether each call is legal:

copy(v.begin(), v.end(), inserter(c, c.end())); // legal

copy(v.begin(), v.end(), back\_inserter(c)); // illegal, no `push\_back` in `set`.

copy(c.begin(), c.end(), inserter(v, v.end())); // legal.

copy(c.begin(), c.end(), back\_inserter(v)); // legal.

## [Exercise 11.18](https://github.com/pezy/CppPrimer/blob/master/ch11/ex11_18.cpp)

## Exercise 11.19:

Define a variable that you initialize by calling begin() on the multiset named bookstore from 11.2.2 (p. 425). Write the variable’s type without using auto or decltype.

using compareType = bool (\*)(const Sales\_data &lhs, const Sales\_data &rhs);

std::multiset<Sales\_data, compareType> bookstore(compareIsbn);

std::multiset<Sales\_data, compareType>::iterator c\_it = bookstore.begin();

## [Exercise 11.20](https://github.com/pezy/CppPrimer/blob/master/ch11/ex11_20.cpp)

## Exercise 11.21:

Assuming word\_count is a map from string to size\_t and word is a string, explain the following loop:

while (cin >> word)

++word\_count.insert({word, 0}).first->second;

++ (word\_count.insert({word, 0}).first->second)

## Exercise 11.22:

Given a map>, write the types used as an argument and as the return value for the version of insert that inserts one element.

std::pair<std::string, std::vector<int>> // argument

std::pair<std::map<std::string, std::vector<int>>::iterator, bool> // return

## [Exercise 11.23](https://github.com/pezy/CppPrimer/blob/master/ch11/ex11_23.cpp)

## [Exercise 11.24 ~ 11.26](https://github.com/pezy/CppPrimer/blob/master/ch11/ex11_24_25_26.cpp)

## [Exercise 11.27 ~ 11.30](https://github.com/pezy/CppPrimer/blob/master/ch11/ex11_27_28_29_30.cpp)

## [Exercise 11.31](https://github.com/pezy/CppPrimer/blob/master/ch11/ex11_31.cpp)

## [Exercise 11.32](https://github.com/pezy/CppPrimer/blob/master/ch11/ex11_32.cpp)

## [Exercise 11.33](https://github.com/pezy/CppPrimer/blob/master/ch11/ex11_33.cpp)

## Exercise 11.34:

What would happen if we used the subscript operator instead of find in the transform function?

In gcc 4.8.3, will report error:

error: passing ‘const std::map<std::basic\_string<char>, std::basic\_string<char> >’ as ‘this’ argument of ‘std::map<\_Key, \_Tp, \_Compare, \_Alloc>::mapped\_type& std::map<\_Key, \_Tp, \_Compare, \_Alloc>::operator[](const key\_type&) [with \_Key = std::basic\_string<char>; \_Tp = std::basic\_string<char>; \_Compare = std::less<std::basic\_string<char> >; \_Alloc = std::allocator<std::pair<const std::basic\_string<char>, std::basic\_string<char> > >; std::map<\_Key, \_Tp, \_Compare, \_Alloc>::mapped\_type = std::basic\_string<char>; std::map<\_Key, \_Tp, \_Compare, \_Alloc>::key\_type = std::basic\_string<char>]’ discards qualifiers [-fpermissive]

auto key = m[s];

^

Because std::map's operator is not declared as **const**,but m is declared as a reference to std::map with **const**.If insert new pair,it will cause error.

## Exercise 11.35:

In buildMap, what effect, if any, would there be from rewriting trans\_map[key] = value.substr(1); astrans\_map.insert({key, value.substr(1)})?

* use subscript operator: if a word does appear multiple times, our loops will put the **last** corresponding phrase into trans\_map
* use insert: if a word does appear multiple times, our loops will put the **first** corresponding phrase into trans\_map

## Exercise 11.36:

Our program does no checking on the validity of either input file. In particular, it assumes that the rules in the transformation file are all sensible. What would happen if a line in that file has a key, one space, and then the end of the line? Predict the behavior and then check it against your version of the program.

we added a file that name "word\_transformation\_bad.txt" to folder data. the file only has a key, one space.

the program of 11.33 don't influenced by that.

## Exercise 11.37:

What are the advantages of an unordered container as compared to the ordered version of that container? What are the advantages of the ordered version?

* the advantages of an unordered container:
  + useful when we have a key type for which there is no obvious ordering relationship among the elements
  + useful for applications in which the cost of maintaining the elements in order is prohibitive
* the advantages of the ordered version:
  + Iterators for the ordered containers access elements in order by key
  + we can directly define an ordered container that uses a our own class types for its key type.

## [Exercise 11.38](https://github.com/pezy/CppPrimer/blob/master/ch11/ex11_38.cpp)

# Chapter 12. Dynamic Memory

## Exercise 12.1:

How many elements do b1 and b2 have at the end of this code?

StrBlob b1;

{

StrBlob b2 = {"a", "an", "the"};

b1 = b2;

b2.push\_back("about");

}

b2 is destroyed, but the elements in b2 must not be destroyed.

so b1 and b2 both have 4 elements.

## Exercise 12.2

[StrBlob](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_02.h) | [TEST](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_02_TEST.cpp)

## Exercise 12.3:

Does this class need const versions of push\_back and pop\_back? If so, add them. If not, why aren’t they needed?

You can certainly do this if you want to, but there doesn't seem to be any logical reason. The compiler doesn't complain because this doesn't modify data (which is a pointer) but rather the thing data points to, which is perfectly legal to do with a const pointer. by David Schwartz.

Discussion over this exercise on [Stack Overflow](http://stackoverflow.com/questions/20725190/operating-on-dynamic-memory-is-it-meaningful-to-overload-a-const-memeber-functi)

Discussion over this exercise more on [douban](http://www.douban.com/group/topic/61573279/)(chinese)

## Exercise 12.4:

In our check function we didn’t check whether i was greater than zero. Why is it okay to omit that check?

Because the type of i is std::vector<std::string>::size\_type which is an unsigned.When any argument less than 0 is passed in, it will convert to a number greater than 0. In short std::vector<std::string>::size\_type will ensure it is a positive number or 0.

## Exercise 12.5:

We did not make the constructor that takes an initializer\_list explicit (7.5.4, p. 296). Discuss the pros and cons of this design choice.

[@Mooophy](https://github.com/Mooophy):

keyword explicit prevents automatic conversion from an initializer\_list to StrBlob. This design choice would easy to use but hard to debug.

[@pezy](https://github.com/pezy):

**Pros**

* The compiler will not use this constructor **in an automatic conversion**.
* We can realize clearly which class we have used.

**Cons**

* We always uses the constructor to construct **a temporary StrBlob object**.
* cannot use the copy form of initialization with an explicit constructor. not easy to use.

## [Exercise 12.6](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_06.cpp)

## [Exercise 12.7](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_07.cpp)

## Exercise 12.8:

Explain what if anything is wrong with the following function.

bool b() {

int\* p = new int;

// ...

return p;

}

The p will convert to a bool ,which means that the dynamic memory allocated has no chance to be freed. As a result, memory leakage will occur.

## Exercise 12.9:

Explain what happens in the following code:

int \*q = new int(42), \*r = new int(100);

r = q;

auto q2 = make\_shared<int>(42), r2 = make\_shared<int>(100);

r2 = q2;

* to q and r:

Memory leakage happens. Because after r = q was executed, no pointer points to the int r had pointed to. It implies that no chance to free the memory for it.

* to q2 and r2:

## [Exercise 12.10](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_10.cpp)

## [Exercise 12.11](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_11.cpp)

## [Exercise 12.12](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_12.cpp)

## [Exercise 12.13](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_13.cpp)

## [Exercise 12.14](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_14.cpp)

## [Exercise 12.15](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_15.cpp)

## [Exercise 12.16](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_16.cpp)

## [Exercise 12.17 and 12.18](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_17_18.cpp)

## Exercise 12.19 [Header](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_19.h)|[Implementation](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_19.cpp)

## [Exercise 12.20](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_20.cpp)

## Exercise 12.21:

We could have written StrBlobPtr’s deref member as follows:

std::string& deref() const

{ return (\*check(curr, "dereference past end"))[curr]; }

Which version do you think is better and why?

the origin version is better. cause it's more **readability** and **easier to debug**.

## Exercise 12.22 [Header](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_22.h)|[Implementation](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_22.cpp)

## [Exercise 12.23](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_23.cpp)

## [Exercise 12.24](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_24.cpp)

## Exercise 12.25:

Given the following new expression, how would you delete pa?

int \*pa = new int[10];

delete [] pa;

## [Exercise 12.26](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_26.cpp)

## Exercise 12.27 [Header](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_27_30.h)|[Implementation](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_27_30.cpp)|[Test](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_27_30_TEST.cpp)

## [Exercise 12.28](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_28.cpp)

## Exercise 12.29:

We could have written the loop to manage the interaction with the user as a do while (5.4.4, p. 189) loop. Rewrite the loop to use a do while. Explain which version you prefer and why.

do {

std::cout << "enter word to look for, or q to quit: ";

string s;

if (!(std::cin >> s) || s == "q") break;

print(std::cout, tq.query(s)) << std::endl;

} while ( true );

I prefer the do while, cause the process according with our logic.

## Exercise 12.30 [Header](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_27_30.h)|[Implementation](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_27_30.cpp)|[Test](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_27_30_TEST.cpp)

## Exercise 12.31:

What difference(s) would it make if we used a vector instead of a set to hold the line numbers? Which approach is better? Why?

The vector can not ensure no duplicates. Hence, in terms of this programme set is a better option.

## Exercise 12.32 [Header](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_32.h)|[Implementation](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_32.cpp)

## Exercise 12.33 [Header](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_33.h)|[Implementation](https://github.com/pezy/CppPrimer/blob/master/ch12/ex12_33.cpp)

# Chapter 13. Copy Control

## Exercise 13.1:

What is a copy constructor? When is it used?

A copy constructor is a constructor which first parameter is a **reference** to the class type and any additional parameters have **default values**.

When copy initialization happens and that copy initialization requires either the copy constructor or the move constructor.

* Define variables using an =
* Pass an object as an argument to a parameter of nonreference type
* Return an object from a function that has a nonreference return type
* Brace initialize the elements in an array or the members of an aggregate class
* Some class types also use copy initialization for the objects they allocate.

## Exercise 13.2:

Explain why the following declaration is illegal:

Sales\_data::Sales\_data(Sales\_data rhs);

If declaration like that, the call would never succeed to call the copy constructor, Sales\_data rhs is an argument to a parameter, thus, we'd need to use the copy constructor to copy the argument, but to copy the argument, we'd need to call the copy constructor, and so on indefinitely.

## Exercise 13.3:

What happens when we copy a StrBlob? What about StrBlobPtrs?

// added a public member function to StrBlob and StrBlobPrts

long count() {

return data.use\_count(); // and wptr.use\_count();

}

// test codes in main()

StrBlob str({"hello", "world"});

std::cout << "before: " << str.count() << std::endl; // 1

StrBlob str\_cp(str);

std::cout << "after: " << str.count() << std::endl; // 2

ConstStrBlobPtr p(str);

std::cout << "before: " << p.count() << std::endl; // 2

ConstStrBlobPtr p\_cp(p);

std::cout << "after: " << p.count() << std::endl; // 2

when we copy a StrBlob, the shared\_ptr member's use\_count add one.

when we copy a StrBlobPrts, the weak\_ptr member's use\_count isn't changed.(cause the count belongs toshared\_ptr)

## Exercise 13.4:

Assuming Point is a class type with a public copy constructor, identify each use of the copy constructor in this program fragment:

Point global;

Point foo\_bar(Point arg) // 1

{

Point local = arg, \*heap = new Point(global); // 2, 3

\*heap = local;

Point pa[ 4 ] = { local, \*heap }; // 4, 5

return \*heap; // 6

}

## [Exercise 13.5](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_05.h)

## Exercise 13.6:

What is a copy-assignment operator? When is this operator used? What does the synthesized copy-assignment operator do? When is it synthesized?

The copy-assignment operator is function named operator=.

This operator is used when assignment occurred.

The synthesized copy-assignment operator assigns each nonstatic member of the right-hand object to corresponding member of the left-hand object using the copy-assignment operator for the type of that member.

It is synthesized when the class does not define its own.

## Exercise 13.7:

What happens when we assign one StrBlob to another? What about StrBlobPtrs?

In both cases, shallow copy will happen. All pointers point to the same address. The use\_count changed the same as 13.3.

## [Exercise 13.8](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_08.h)

## Exercise 13.9:

What is a destructor? What does the synthesized destructor do? When is a destructor synthesized?

The destructor is a member function with the name of the class prefixed by a tilde(~).

As with the copy constructor and the copy-assignment operator, for some classes, the synthesized destructor is defined to disallow objects of the type from being destoryed. Otherwise, the synthesized destructor has an empty function body.

The compiler defines a synthesized destructor for any class that does not define its own destructor.

## Exercise 13.10:

What happens when a StrBlob object is destroyed? What about a StrBlobPtr?

When a StrBlob object destroyed, the use\_count of the dynamic object will decrement. It will be freed if no shared\_ptrto that dynamic object.

When a StrBlobPter object is destroyed the object dynamically allocated will not be freed.

## [Exercise 13.11](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_11.h)

## Exercise 13.12:

How many destructor calls occur in the following code fragment?

bool fcn(const Sales\_data \*trans, Sales\_data accum)

{

Sales\_data item1(\*trans), item2(accum);

return item1.isbn() != item2.isbn();

}

3 times. There are accum, item1 and item2.

## [Exercise 13.13](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_13.cpp)

## Exercise 13.14:

Assume that numbered is a class with a default constructor that generates a unique serial number for each object, which is stored in a data member named mysn. Assuming numbered uses the synthesized copy- control members and given the following function:

void f (numbered s) { cout << s.mysn << endl; }

what output does the following code produce?

numbered a, b = a, c = b;

f(a); f(b); f(c);

Three identical numbers.

## Exercise 13.15:

Assume numbered has a copy constructor that generates a new serial number. Does that change the output of the calls in the previous exercise? If so, why? What output gets generated?

Yes, the output will change. cause we don't use the synthesized copy-control members rather than own defined.The output will be three different numbers.

## Exercise 13.16:

What if the parameter in f were const numbered&? Does that change the output? If so, why? What output gets generated?

Yes, the output will change. cause the function f haven't any copy operators. Thus, the output are the same when pass the each object to f.

## Exercise 13.17

Write versions of numbered and f corresponding to the previous three exercises and check whether you correctly predicted the output.

[For 13.14](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_17_1.cpp) | [For 13.15](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_17_2.cpp) | [For 13.16](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_17_3.cpp)

## Exercise 13.18 [.h](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_18.h) | [.cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_18.cpp)

## [Exercise 13.19](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_19.h)

## Exercise 13.20:

Explain what happens when we copy, assign, or destroy objects of our TextQuery and QueryResult classes from § 12.3 (p. 484).

The member (smart pointer and container) will be copied.

## Exercise 13.21:

Do you think the TextQuery and QueryResult classes need to define their own versions of the copy-control members? If so, why? If not, why not? Implement whichever copy-control operations you think these classes require.

(@Mooophy) No copy-control members needed.

Because, all these classes are using smart pointers to manage dynamic memory which can be freed automatically by calling synthesized destructors. The objects of these classes should share the same dynamic memory.Hence no user-defined version needed as well.

TextQuery(const TextQuery&) = delete;

TextQuery& operator=(const TextQuery) = delete;

QueryResult(const QueryResult&) = delete;

QueryResult& operator=(const QueryResult) = delete;

## [Exercise 13.22](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_22.h)

## Exercise 13.23:

Compare the copy-control members that you wrote for the solutions to the previous section’s exercises to the code presented here. Be sure you understand the differences, if any, between your code and ours.

Check 13.22.

## Exercise 13.24:

What would happen if the version of HasPtr in this section didn’t define a destructor? What if HasPtr didn’t define the copy constructor?

If HasPtr didn't define a destructor, memory leak will happened. If HasPtr didn't define the copy constructor, when assignment happened, just points copied, the string witch ps points haven't been copied.

## Exercise 13.25:

Assume we want to define a version of StrBlob that acts like a value. Also assume that we want to continue to use a shared\_ptr so that our StrBlobPtr class can still use a weak\_ptr to the vector. Your revised class will need a copy constructor and copy-assignment operator but will not need a destructor. Explain what the copy constructor and copy-assignment operators must do. Explain why the class does not need a destructor.

Copy constructor and copy-assignment operator should dynamically allocate memory for its own , rather than share the object with the right hand operand.

StrBlob is using smart pointers which can be managed with synthesized destructor, If an object of StrBlob is out of scope, the destructor for std::shared\_ptr will be called automatically to free the memory dynamically allocated when theuse\_count goes to 0.

## Exercise 13.26 [hpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_26.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_26.cpp)

## [Exercise 13.27](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_27.h)

## Exercise 13.28 [hpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_28.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_28.cpp)

## Exercise 13.29:

Explain why the calls to swap inside swap(HasPtr&, HasPtr&) do not cause a recursion loop.

swap(lhs.ps, rhs.ps); feed the version : swap(std::string\*, std::string\*) and swap(lhs.i, rhs.i); feed the version : swap(int, int). Both them can't call swap(HasPtr&, HasPtr&). Thus, the calls don't cause a recursion loop.

## [Exercise 13.30](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_30.h)

## [Exercise 13.31](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_31.h)

## Exercise 13.32:

Would the pointerlike version of HasPtr benefit from defining a swap function? If so, what is the benefit? If not, why not?

@Mooophy:

Essentially, the specific avoiding memory allocation is the reason why it improve performance. As for the pointerlike version, no dynamic memory allocation anyway. Thus, a specific version for it will not improve the performance.

## Exercise 13.33:

Why is the parameter to the save and remove members of Message a Folder&? Why didn’t we define that parameter as Folder? Or const Folder&?

Because these operations must also update the given Folder. Updating a Folder is a job that the Folder class controls through its addMsg and remMsg members, which will add or remove a pointer to a given Message, respectively.

## Exercise 13.34 [hpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_34_36_37.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_34_36_37.cpp)

## Exercise 13.35:

What would happen if Message used the synthesized versions of the copy-control members?

some existing Folders will out of sync with the Message after assignment.

## Exercise 13.36 [hpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_34_36_37.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_34_36_37.cpp)

## Exercise 13.37 [hpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_34_36_37.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_34_36_37.cpp)

## Exercise 13.38:

We did not use copy and swap to define the Message assignment operator. Why do you suppose this is so?

@Mooophy The copy and swap is an elegant way when working with dynamicly allocated memory. In the Message class ,noing is allocated dynamically. Thus using this idiom makes no sense and will make it more complicated to implement due to the pointers that point back.

@pezy In this case, swap function is special. It will be clear two Message's folders , then swap members, and added themselves to each folders. But, Message assignment operator just clear itself, and copy the members, and added itself to each folders. The rhs don't need to clear and add to folders. So, if using copy and swap to define, it will be very inefficiency.

## Exercise 13.39 [hpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_39.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_39.cpp)

## Exercise 13.40 [hpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_40.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_40.cpp)

## Exercise 13.41:

Why did we use postfix increment in the call to construct inside push\_back? What would happen if it used the prefix increment?

|a|b|c|d|f|..............|

^ ^ ^

elements first\_free cap

// if use alloc.construct(first\_free++, "g");

|a|b|c|d|f|g|.............|

^ ^ ^

elements first\_free cap

// if use alloc.construct(++first\_free, "g");

|a|b|c|d|f|.|g|............|

^ ^ ^ ^

elements | first\_free cap

|

"unconstructed"

## Exercise 13.42:

Test your StrVec class by using it in place of the vector in your TextQuery and QueryResult classes (12.3, p. 484).

* StrVec : [hpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_42_StrVec.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_42_StrVec.cpp)
* TextQuery and QueryResult : [hpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_42_TextQuery.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_42_TextQuery.cpp)
* Text : [ex13\_42.cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_42.cpp)

## Exercise 13.43:

Rewrite the free member to use for\_each and a lambda (10.3.2, p. 388) in place of the for loop to destroy the elements. Which implementation do you prefer, and why?

**Rewrite**

for\_each(elements, first\_free, [this](std::string &rhs){ alloc.destroy(&rhs); });

@Mooophy: The new version is better. Compared to the old one, it doesn't need to worry about the order and decrement.So more straightforward and handy. The only thing to do for using this approach is to add "&" to build the pointers to string pointers.

## Exercise 13.44:

Write a class named String that is a simplified version of the library string class. Your class should have at least a default constructor and a constructor that takes a pointer to a C-style string. Use an allocator to allocate memory that your String class uses.

[hpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_44_47.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_44_47.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_48.cpp)

more information to see [A trivial String class that designed for write-on-paper in an interview](https://github.com/chenshuo/recipes/blob/fcf9486f5155117fb8c36b6b0944c5486c71c421/string/StringTrivial.h)

## Exercise 13.45:

Distinguish between an rvalue reference and an lvalue reference.

Definition：

* lvalue reference: reference that can bind to **an lvalue**. (Regular reference)
* rvalue reference: reference **to an object that is about to be destroyed**.

We can bind an rvalue reference to expression that require conversion, to literals, or to expressions that return an rvalue, but we cannot directly bind an rvalue reference to an lvalue.

int i = 42;

int &r = i; // lvalue reference

int &&rr = i; // rvalue reference (Error: i is a lvalue)

int &r2 = i\*42; // lvalue reference (Error: i\*42 is a rvalue)

const int &r3 = i\*42; // reference to const (bind to a rvalue)

int &&rr2 = i\*42; // rvalue reference

* lvalue : functions that return lvalue references, assignment, subscript, dereference, and prefix increment/decrement operator.
* rvalue / const reference : functions that return a nonreferences, arithmetic, relational bitwise, postfix increment/decrement operators.

## Exercise 13.46:

Which kind of reference can be bound to the following initializers?

int f();

vector<int> vi(100);

int&& r1 = f();

int& r2 = vi[0];

int& r3 = r1;

int&& r4 = vi[0] \* f();

## Exercise 13.47 [hpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_44_47.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_44_47.cpp)

## [Exercise 13.48](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_48.cpp)

## Exercise 13.49:

Add a move constructor and move-assignment operator to your StrVec, String, and Message classes.

* StrVec: [hpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_49_StrVec.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_49_StrVec.cpp)
* String: [hpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_49_String.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_49_String.cpp)
* Message:[hpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_49_Message.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_49_Message.cpp)

## Exercise 13.50:

Put print statements in the move operations in your String class and rerun the program from exercise 13.48 in 13.6.1 (p. 534) that used a vector to see when the copies are avoided.

String baz()

{

String ret("world");

return ret; // first avoided

}

String s5 = baz(); // second avoided

## Exercise 13.51:

Although unique\_ptrs cannot be copied, in 12.1.5 (p. 471) we wrote a clone function that returned a unique\_ptr by value. Explain why that function is legal and how it works.

In the second assignment, we assign from the result of a call to getVec. That expression is an rvalue. In this case, both assignment operators are viable—we can bind the result of getVec to either operator’s parameter. Calling the copy-assignment operator requires a conversion to const, whereas StrVec&& is an exact match. Hence, the second assignment uses the move-assignment operator.

unique\_ptr<int> clone(int p) {

// ok: explicitly create a unique\_ptr<int> from int\*

return unique\_ptr<int>(new int(p));

}

the result of a call to clone is an **rvalue**, so it uses the move-assignment operator rather than copy-assignment operator. Thus, it is legal and can pretty work.

## Exercise 13.52:

Explain in detail what happens in the assignments of the HasPtr objects on page 541. In particular, describe step by step what happens to values of hp, hp2, and of the rhs parameter in the HasPtr assignment operator.

rhs parameter is nonreference, which means the parameter is **copy initialized**. Depending on the type of the argument, copy initialization uses either the copy constructor or the move constructor.

**lvalues are copied and rvalues are moved.**

Thus, in hp = hp2;, hp2 is an lvalue, copy constructor used to copy hp2. In hp = std::move(hp2);, move constructor moves hp2.

## Exercise 13.53:

As a matter of low-level efficiency, the HasPtr assignment operator is not ideal. Explain why. Implement a copy-assignment and move-assignment operator for HasPtr and compare the operations executed in your new move-assignment operator versus the copy-and-swap version.

nothing to say, just see the versus codes:

[hpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_53.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_53.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_53_TEST.cpp)

see more information at [this question && answer](http://stackoverflow.com/questions/21010371/why-is-it-not-efficient-to-use-a-single-assignment-operator-handling-both-copy-a).

## Exercise 13.54:

What would happen if we defined a HasPtr move-assignment operator but did not change the copy-and-swap operator? Write code to test your answer.

error: ambiguous overload for 'operator=' (operand types are 'HasPtr' and 'std::remove\_reference<HasPtr&>::type {aka HasPtr}')

hp1 = std::move(\*pH);

^

## Exercise 13.55:

Add an rvalue reference version of push\_back to your StrBlob.

void push\_back(string &&s) { data->push\_back(std::move(s)); }

## Exercise 13.56:

What would happen if we defined sorted as:

Foo Foo::sorted() const & {

Foo ret(\*this);

return ret.sorted();

}

recursion and stack overflow.

## Exercise 13.57:

What if we defined sorted as:

Foo Foo::sorted() const & { return Foo(\*this).sorted(); }

ok, it will call the move version.

## Exercise 13.58:

Write versions of class Foo with print statements in their sorted functions to test your answers to the previous two exercises.

[Exercise 13.58](https://github.com/pezy/CppPrimer/blob/master/ch13/ex13_58.cpp)

# Chapter 14. Overloaded Operations and Conversions

## Exercise 14.1:

In what ways does an overloaded operator differ from a built-in operator? In what ways are overloaded operators the same as the built-in operators?

**Differ** 1. We can call an overloaded operator function directly. 2. An overloaded operator function must either be a member of a class or have at least one parameter of class type. 3. A few operators guarantee the order in which operands are evaluated. These overloaded versions of these operators do not preserve order of evaluation and/or short-circuit evaluation, it is usually a bad idea to overload them.

In particular, the operand-evaluation guarantees of the logical AND, logical OR, and comma operators are not preserved, Moreover, overloaded versions of && or || operators do not preserve short-circuit evaluation properties of the built-in operators. Both operands are always evaluated.

**Same**

* An overloaded operator has the same precedence and associativity as the corresponding built-in operator.

## Exercise 14.2:

Write declarations for the overloaded input, output, addition, and compound-assignment operators for Sales\_data.

[hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_02.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_02.cpp)

## Exercise 14.3:

Both string and vector define an overloaded == that can be used to compare objects of those types. Assumingsvec1 and svec2are vectors that hold strings, identify which version of == is applied in each of the following expressions:

* (a) "cobble" == "stone"
* (b) svec1[0] == svec2[0]
* (c) svec1 == svec2
* (d) "svec1[0] == "stone"

(a) neither. (b) string (c) vector (d) string

**Reference**

* [Why does the following not invoke the overloaded operator== (const String &, const String &)? “cobble” == “stone”](http://stackoverflow.com/questions/2690737/why-does-the-following-not-invoke-the-overloaded-operator-const-string-con)

## Exercise 14.4:

Explain how to decide whether the following should be class members:

* (a) %
* (b) %=
* (c) ++
* (d) ->
* (e) <<
* (f) &&
* (g) ==
* (h) ()

(a) symmetric operator. Hence, non-member

(b) changing state of objects. Hence, member

(c) changing state of objects. Hence, member

(d) = -> must be member

(e) non-member

(f) symetric , non-member

(g) symetric , non-member

(h) = -> must be member

## Exercise 14.5:

In exercise 7.40 from 7.5.1 (p. 291) you wrote a sketch of one of the following classes. Decide what, if any, overloaded operators your class should provide.

Such as Book

[hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_05.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_05.cpp) | [test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_05_TEST.cpp)

## Exercise 14.6:

Define an output operator for your Sales\_data class.

see [Exercise 14.2](https://github.com/pezy/CppPrimer/tree/master/ch14" \l "Exercise%2014.2).

## Exercise 14.7:

Define an output operator for you String class you wrote for the exercises in 13.5 (p. 531).

[hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_07.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_07.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_07_TEST.cpp)

## Exercise 14.8:

Define an output operator for the class you chose in exercise 7.40 from 7.5.1 (p. 291).

see [Exercise 14.5](https://github.com/pezy/CppPrimer/tree/master/ch14" \l "exercise-145)

## Exercise 14.9:

Define an input operator for your Sales\_data class.

see [Exercise 14.2](https://github.com/pezy/CppPrimer/tree/master/ch14" \l "exercise-142).

## Exercise 14.10:

Describe the behaviour of the Sales\_data input operator if given the following input:

* (a) 0-201-99999-9 10 24.95
* (b) 10 24.95 0-210-99999-9
* (a) correct format.
* (b) ilegal input. But 0-210-99999-9 will be converted to a float stored in this object. As a result, the data inside will be a wrong one. Output: 10 24 22.8 0.95

check [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_02_TEST.cpp)

## Exercise 14.11:

What, if anything, is wrong with the following Sales\_data input operator? What would happen if we gave this operator the data in the previous exercise?

istream& operator>>(istream& in, Sales\_data& s)

{

double price;

in >> s.bookNo >> s.units\_sold >> price;

s.revenue = s.units\_sold \* price;

return in;

}

no input check. nothing happend.

## Exercise 14.12:

Define an input operator for the class you used in exercise 7.40 from 7.5.1 (p. 291). Be sure the operator handles input errors.

see [Exercise 14.5](https://github.com/pezy/CppPrimer/tree/master/ch14" \l "exercise-145)

## Exercise 14.13:

Which other arithmetic operators (Table 4.1 (p. 139)), if any, do you think Sales\_data ought to support? Define any you think the class should include.

no others.

## Exercise 14.14:

Why do you think it is more efficient to define operator+ to call operator+= rather than the other way around?

Discussing on [SO](http://stackoverflow.com/questions/21071167/why-is-it-more-efficient-to-define-operator-to-call-operator-rather-than-the).

## Exercise 14.15:

Should the class you chose for exercise 7.40 from 7.5.1 (p. 291) define any of the arithmetic operators? If so, implement them. If not, explain why not.

[hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_15.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_15.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_15_TEST.cpp)

## Exercise 14.16:

Define equality and inequality operators for your StrBlob (12.1.1, p. 456), StrBlobPtr (12.1.6, p. 474), StrVec(13.5, p.526), and String (13.5, p. 531) classes.

* StrBlob & StrBlobPtr: [hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_16_StrBlob.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_16_StrBlob.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_16_StrBlobTest.cpp)
* StrVec: [hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_16_StrVec.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_16_StrVec.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_16_StrVecMain.cpp)
* String: [hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_16_String.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_16_String.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_16_StringMain.cpp)

## Exercise 14.17:

Should the class you chose for exercise 7.40 from 7.5.1(p. 291) define the equality operators? If so, implement them. If not, explain why not.

yes.see [Exercise 14.15](https://github.com/pezy/CppPrimer/tree/master/ch14" \l "Exercise%2014.15)

## Exercise 14.18:

Define relational operators for your StrBlob, StrBlobPtr, StrVec, and String classes.

* StrBlob & StrBlobPtr: [hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_18_StrBlob.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_18_StrBlob.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_18_StrBlobTest.cpp)
* StrVec: [hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_18_StrVec.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_18_StrVec.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_18_StrVecMain.cpp)
* String: [hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_18_String.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_18_String.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_18_StringMain.cpp)

## Exercise 14.19:

Should the class you chose for exercise 7.40 from 7.5.1 (p. 291) define the relational operators? If so, implement them. If not, explain why not.

yes.see [Exercise 14.15](https://github.com/pezy/CppPrimer/tree/master/ch14" \l "exercise-1415)

## Exercise 14.20:

Define the addition and compound-assignment operators for your Sales\_data class.

see [Exercise 14.2](https://github.com/pezy/CppPrimer/tree/master/ch14" \l "exercise-142).

## Exercise 14.21:

Write the Sales\_data operators so that + does the actual addition and += calls +. Discuss the disadvantages of this approach compared to the way these operators were defined in 14.3 (p. 560) and 14.4 (p.564).

Sales\_data& Sales\_data::operator+=(const Sales\_data &rhs)

{

Sales\_data old\_data = \*this;

\*this = old\_data + rhs;

return \*this;

}

Sales\_data operator+(const Sales\_data &lhs, const Sales\_data &rhs)

{

Sales\_data sum;

sum.units\_sold = lhs.units\_sold + rhs.units\_sold;

sum.revenue = lhs.revenue + rhs.revenue;

return sum;

}

**Disadvantages**: Both + and +=, uses an temporary object of Sales\_data. But it is no need for that.

## Exercise 14.22:

Define a version of the assignment operator that can assign a string representing an ISBN to a Sales\_data.

[hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_22.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_22.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_22_TEST.cpp)

## Exercise 14.23:

Define an initializer\_list assignment operator for your version of the StrVec class.

[hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_23.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_23.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_23_TEST.cpp)

## Exercise 14.24:

Decide whether the class you used in exercise 7.40 from 7.5.1 (p. 291) needs a copy- and move-assignment operator. If so, define those operators.

[hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_24.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_24.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_24_TEST.cpp)

## Exercise 14.25:

Implement any other assignment operators your class should define. Explain which types should be used as operands and why.

see [Exercise 14.24](https://github.com/pezy/CppPrimer/tree/master/ch14" \l "exercise-1424)

## Exercise 14.26:

Define subscript operators for your StrVec, String, StrBlob, and StrBlobPtr classes.

* StrBlob & StrBlobPtr: [hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_26_StrBlob.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_26_StrBlob.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_26_StrBlobTest.cpp)
* StrVec: [hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_26_StrVec.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_26_StrVec.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_26_StrVecMain.cpp)
* String: [hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_26_String.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_26_String.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_26_StringMain.cpp)

## Exercise 14.27:

Add increment and decrement operators to your StrBlobPtr class.

[hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_27_28_StrBlob.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_27_28_StrBlob.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_27_28_StrBlobTest.cpp)

## Exercise 14.28:

Define addition and subtraction for StrBlobPtr so that these operators implement pointer arithmetic (3.5.3, p. 119).

see [Exercise 14.27](https://github.com/pezy/CppPrimer/tree/master/ch14" \l "exercise-1427)

## Exercise 14.29:

We did not define a const version of the increment and decrement operators. Why not?

Because ++ and -- change the state of the object. Hence ,it's meaningless to do so.

## Exercise 14.30:

Add dereference and arrow operators to your StrBlobPtr class and to the ConstStrBlobPtr class that you defined in exercise 12.22 from 12.1.6 (p. 476). Note that the operators in constStrBlobPtr must return const references because the data member in constStrBlobPtr points to a const vector.

[hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_30_StrBlob.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_30_StrBlob.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_30_StrBlobTest.cpp)

## Exercise 14.31:

Our StrBlobPtr class does not define the copy constructor, assignment operator, or a destructor. Why is that okay?

Applying the Rule of 3/5: There is no dynamic allocation to deal with, so the synthesized destructor is enough. Moreover, no unique is needed. Hence, the synthesized ones can handle all the corresponding operations.

## Exercise 14.32:

Define a class that holds a pointer to a StrBlobPtr. Define the overloaded arrow operator for that class.

[hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_32.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_32.cpp)

## Exercise 14.33:

How many operands may an overloaded function-call operator take?

An overloaded operator function has the same number of parameters as the operator has operands. Hence the maximum value should be around 256. ([question on SO](http://stackoverflow.com/questions/21211889/how-many-operands-may-an-overloaded-function-call-operator-take))

## Exercise 14.34:

Define a function-object class to perform an if-then-else operation: The call operator for this class should take three parameters. It should test its first parameter and if that test succeeds, it should return its second parameter; otherwise, it should return its third parameter.

struct Test {

int operator()(bool b, int iA, int iB) {

return b ? iA : iB;

}

};

## Exercise 14.35:

Write a class like PrintString that reads a line of input from an istream and returns a string representing what was read. If the read fails, return the empty string.

[Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_35.cpp)

## Exercise 14.36:

Use the class from the previous exercise to read the standard input, storing each line as an element in a vector.

[Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_36.cpp)

## Exercise 14.37:

Write a class that tests whether two values are equal. Use that object and the library algorithms to write a program to replace all instances of a given value in a sequence.

[Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_37.cpp)

## Exercise 14.38:

Write a class that tests whether the length of a given string matches a given bound. Use that object to write a program to report how many words in an input file are of sizes 1 through 10 inclusive.

[BoundTest](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_38_39.cpp)

## Exercise 14.39:

Revise the previous program to report the count of words that are sizes 1 through 9 and 10 or more.

see [Exercise 14.38](https://github.com/pezy/CppPrimer/tree/master/ch14" \l "exercise-1438)

## Exercise 14.40:

Rewrite the biggies function from 10.3.2 (p. 391) to use function-object classes in place of lambdas.

[Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_40.cpp)

## Exercise 14.41:

Why do you suppose the new standard added lambdas? Explain when you would use a lambda and when you would write a class instead.

IMO, lambda is quite handy to use. Lambda can be used when the functor is not used frequently nor complicated, whereas functor is supposed to call more times than lambda or quite complicated to implement as a lambda.

## Exercise 14.42:

Using library function objects and adaptors, define an expression to

* (a) Count the number of values that are greater than 1024
* (b) Find the first string that is not equal to pooh
* (c) Multiply all values by 2

std::count\_if(ivec.cbegin(), ivec.cend(), std::bind(std::greater<int>(), \_1, 1024));

std::find\_if(svec.cbegin(), svec.cend(), std::bind(std::not\_equal\_to<std::string>(), \_1, "pooh"));

std::transform(ivec.begin(), ivec.end(), ivec.begin(), std::bind(std::multiplies<int>(), \_1, 2));

[Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_42.cpp)

## Exercise 14.43:

Using library function objects, determine whether a given int value is divisible by any element in a container ofints.

[ex14\_43.cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_43.cpp)

## Exercise 14.44:

Write your own version of a simple desk calculator that can handle binary operations.

[ex14\_44.cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_44.cpp)

## Exercise 14.45:

Write conversion operators to convert a Sales\_data to string and to double. What values do you think these operators should return?

[hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_45.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_45.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_45_TEST.cpp)

## Exercise 14.46:

Explain whether defining these Sales\_data conversion operators is a good idea and whether they should be explicit.

It's a bad idea to do so, because these conversion is misleading.explicit should be added to prevent implicit conversion.

## Exercise 14.47:

Explain the difference between these two conversion operators:

struct Integral {

operator const int(); // meaningless, it will be ignored by compiler.

operator int() const; // promising that this operator will not change the state of the obj

};

## Exercise 14.48:

Determine whether the class you used in exercise 7.40 from 7.5.1 (p. 291) should have a conversion to bool. If so, explain why, and explain whether the operator should be explicit. If not, explain why not.

A conversion to bool can be useful for the class Date. But it must be an explicit one to prevent any automatic conversion.

## Exercise 14.49:

Regardless of whether it is a good idea to do so, define a conversion to bool for the class from the previous exercise.

[hpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_49.h) | [cpp](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_49.cpp) | [Test](https://github.com/pezy/CppPrimer/blob/master/ch14/ex14_49_TEST.cpp)

## Exercise 14.50:

Show the possible class-type conversion sequences for the initializations of ex1 and ex2. Explain whether the initializations are legal or not.

struct LongDouble {

LongDouble(double = 0.0);

operator double();

operator float();

};

LongDouble ldObj;

int ex1 = ldObj; // error ambiguous: double or float?

float ex2 = ldObj; // legal

## Exercise 14.51:

Show the conversion sequences (if any) needed to call each version of calc and explain why the best viable function is selected.

void calc(int);

void calc(LongDouble);

double dval;

calc(dval); // which calc?

best viable function: void calc(int). cause class-type conversion is the lowest ranked.

review the order:

1. exact match
2. const conversion
3. promotion
4. arithmetic or pointer conversion
5. class-type conversion

## Exercise 14.52:

Which operator+, if any, is selected for each of the addition expressions? List the candidate functions, the viable functions, and the type conversions on the arguments for each viable function:

struct LongDouble {

// member operator+ for illustration purposes; + is usually a nonmember LongDouble operator+(const SmallInt&); // 1

// other members as in 14.9.2 (p. 587)

};

LongDouble operator+(LongDouble&, double); // 2

SmallInt si;

LongDouble ld;

ld = si + ld;

ld = ld + si;

ld = si + ld; is ambiguous. ld = ld + si can use both 1 and 2, but 1 is more exactly. (in the 2, SmallInt need to convert to double)

## Exercise 14.53:

Given the definition of SmallInt on page 588, determine whether the following addition expression is legal. If so, what addition operator is used? If not, how might you change the code to make it legal?

SmallInt s1;

double d = s1 + 3.14;

ambiguous.

**Fixed**:

SmallInt s1;

double d = s1 + SmallInt(3.14);

**Chapter 15**

|  |  |  |
| --- | --- | --- |
| [ex15.1.2.3](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.1.2.3" \o "ex15.1.2.3) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex15.11](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.11" \o "ex15.11) | [remove system("pause")](https://github.com/pezy/CppPrimer/commit/c6cfc63ea859dffaa75689b1f8678d0fe8bf18f6" \o "remove system("pause")) | 8 months ago |
|  | [ex15.12.13.14](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.12.13.14" \o "ex15.12.13.14) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex15.15.16.17](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.15.16.17" \o "ex15.15.16.17) | [add error information](https://github.com/pezy/CppPrimer/commit/069ae56461b29f2b0f0b74e1f60c5337c4a5aa28" \o "add error information) | 8 months ago |
|  | [ex15.18.19.20](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.18.19.20" \o "ex15.18.19.20) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex15.21.22](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.21.22" \o "ex15.21.22) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex15.26](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.26" \o "ex15.26) | [Update bulk\_quote.h](https://github.com/pezy/CppPrimer/commit/2426550ee9615271b5a8ae522d6576e6a74eb34d" \o "Update bulk_quote.h) | 3 months ago |
|  | [ex15.27](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.27" \o "ex15.27) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex15.28.29](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.28.29" \o "ex15.28.29) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex15.30](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.30" \o "ex15.30) | [Modify test data](https://github.com/pezy/CppPrimer/commit/e190945ffa651aa71932fb1882474f832f14386a" \o "Modify test data) | 8 months ago |
|  | [ex15.34.35.36.38](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.34.35.36.38" \o "ex15.34.35.36.38) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex15.39.40](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.39.40" \o "ex15.39.40) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex15.42\_b](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.42_b" \o "ex15.42_b) | [solution for exercise 15.42 (b)](https://github.com/pezy/CppPrimer/commit/64d0cbc44a24d25b4f27220b18bf0ac92490c1c6" \o "solution for exercise 15.42 (b)) | 8 months ago |
|  | [ex15.42\_c](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.42_c" \o "ex15.42_c) | [a solution for exercise 15.42 (c)](https://github.com/pezy/CppPrimer/commit/e4d43b457f0b78929b97aece5d13d6a0a3219915" \o "a solution for exercise 15.42 (c)) | 8 months ago |
|  | [ex15.5.6](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.5.6" \o "ex15.5.6) | [fixed :](https://github.com/pezy/CppPrimer/commit/8a9ee0c91a97921e6511a8723cbad4997c6f1185" \o "fixed : #154) [#154](https://github.com/Mooophy/Cpp-Primer/issues/154" \o "Exercise 15.4) | 2 months ago |
|  | [ex15.7](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.7" \o "ex15.7) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex15.8.9.10](https://github.com/pezy/CppPrimer/tree/master/ch15/ex15.8.9.10" \o "ex15.8.9.10) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex15.23.cpp](https://github.com/pezy/CppPrimer/blob/master/ch15/ex15.23.cpp" \o "ex15.23.cpp) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex15.24.25.cpp](https://github.com/pezy/CppPrimer/blob/master/ch15/ex15.24.25.cpp" \o "ex15.24.25.cpp) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex15.31.32.33.cpp](https://github.com/pezy/CppPrimer/blob/master/ch15/ex15.31.32.33.cpp" \o "ex15.31.32.33.cpp) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |

**Chapter 16**

|  |  |  |
| --- | --- | --- |
| **[..](https://github.com/pezy/CppPrimer" \o "Go to parent directory)** |  |  |
|  | [ex16.1.2.3](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.1.2.3" \o "ex16.1.2.3) | [fix exercise 16.3 16.4](https://github.com/pezy/CppPrimer/commit/18b95482f5643fe7458374b788b8813d108907af" \o ) | 6 months ago |
|  | [ex16.12.13](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.12.13" \o "ex16.12.13) | [Update blobptr.h](https://github.com/pezy/CppPrimer/commit/c2c0cc33792504bfcb4da694dd0755a92ed2361a" \o "Update blobptr.h) | 2 months ago |
|  | [ex16.14.15](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.14.15" \o "ex16.14.15) | [A solution for exercise 16.15](https://github.com/pezy/CppPrimer/commit/bc15988e52ec7e549681cfc50e2a654244cabeae" \o "A solution for exercise 16.15) | 6 months ago |
|  | [ex16.16](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.16" \o "ex16.16) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.17.18](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.17.18" \o "ex16.17.18) | [Fix spelling error](https://github.com/pezy/CppPrimer/commit/864e5740b320c65ef05a335e231abed6d928883b" \o "Fix spelling error) | 3 months ago |
|  | [ex16.19.20](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.19.20" \o "ex16.19.20) | [Add an ostream parameter](https://github.com/pezy/CppPrimer/commit/c7afdc72abbcb3fd1a9fe4552f621833bb599e5e" \o "Add an ostream parameter) | 6 months ago |
|  | [ex16.21.22](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.21.22" \o "ex16.21.22) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.24](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.24" \o "ex16.24) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.25.26](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.25.26" \o "ex16.25.26) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.28](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.28" \o "ex16.28) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.29](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.29" \o "ex16.29) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.32.33.34.35.36](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.32.33.34.35.36" \o "ex16.32.33.34.35.36) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.37.38.39](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.37.38.39" \o "ex16.37.38.39) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.4](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.4" \o "ex16.4) | [fix exercise 16.3 16.4](https://github.com/pezy/CppPrimer/commit/18b95482f5643fe7458374b788b8813d108907af" \o ) | 6 months ago |
|  | [ex16.40](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.40" \o "ex16.40) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.41](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.41" \o "ex16.41) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.42.43.44.45.46](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.42.43.44.45.46" \o "ex16.42.43.44.45.46) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.47](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.47" \o "ex16.47) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.48](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.48" \o "ex16.48) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.49.50](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.49.50" \o "ex16.49.50) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.5](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.5" \o "ex16.5) | [Use range for instead of for](https://github.com/pezy/CppPrimer/commit/d9d68a668b8f42d94ebd069a898fadffc6047866" \o "Use range for instead of for) | 8 months ago |
|  | [ex16.51.52](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.51.52" \o "ex16.51.52) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.53.54.55](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.53.54.55" \o "ex16.53.54.55) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.56.57](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.56.57" \o "ex16.56.57) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.58.59](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.58.59" \o "ex16.58.59) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.6](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.6" \o "ex16.6) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.60.61](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.60.61" \o "ex16.60.61) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.62](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.62" \o "ex16.62) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.63.64](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.63.64" \o "ex16.63.64) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.65.66.67](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.65.66.67" \o "ex16.65.66.67) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.7.8](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.7.8" \o "ex16.7.8) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex16.9.10.11](https://github.com/pezy/CppPrimer/tree/master/ch16/ex16.9.10.11" \o "ex16.9.10.11) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |

**Chapter 17**

|  |  |  |
| --- | --- | --- |
| **[..](https://github.com/pezy/CppPrimer" \o "Go to parent directory)** |  |  |
|  | [ex17.1.2](https://github.com/pezy/CppPrimer/tree/master/ch17/ex17.1.2" \o "ex17.1.2) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex17.10](https://github.com/pezy/CppPrimer/tree/master/ch17/ex17.10" \o "ex17.10) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex17.11.12.13](https://github.com/pezy/CppPrimer/tree/master/ch17/ex17.11.12.13" \o "ex17.11.12.13) | [Template functions update and mark.](https://github.com/pezy/CppPrimer/commit/7caf74bb00e77c4120ea5e4f16a394bcbec9d463" \o ) | 6 months ago |
|  | [ex17.14.15.16](https://github.com/pezy/CppPrimer/tree/master/ch17/ex17.14.15.16" \o "ex17.14.15.16) | [exercise 17.19.20](https://github.com/pezy/CppPrimer/commit/a8daf4704cdc14521d0b8b775e590218c94c0a76" \o "exercise 17.19.20) | 6 months ago |
|  | [ex17.17.18](https://github.com/pezy/CppPrimer/tree/master/ch17/ex17.17.18" \o "ex17.17.18) | [exercise 17.19.20](https://github.com/pezy/CppPrimer/commit/a8daf4704cdc14521d0b8b775e590218c94c0a76" \o "exercise 17.19.20) | 6 months ago |
|  | [ex17.19.20](https://github.com/pezy/CppPrimer/tree/master/ch17/ex17.19.20" \o "ex17.19.20) | [exercise 17.19.20](https://github.com/pezy/CppPrimer/commit/a8daf4704cdc14521d0b8b775e590218c94c0a76" \o "exercise 17.19.20) | 6 months ago |
|  | [ex17.21](https://github.com/pezy/CppPrimer/tree/master/ch17/ex17.21" \o "ex17.21) | [Fix character mistake](https://github.com/pezy/CppPrimer/commit/f0d1e58dbb58fbee952c58ffdc039e20de38314f" \o "Fix character mistake) | 6 months ago |
|  | [ex17.28.29.30](https://github.com/pezy/CppPrimer/tree/master/ch17/ex17.28.29.30" \o "ex17.28.29.30) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex17.3](https://github.com/pezy/CppPrimer/tree/master/ch17/ex17.3" \o "ex17.3) | [Beautify the code.](https://github.com/pezy/CppPrimer/commit/21f8cf2e403c3573a1f2d6c18573dcd09f9a0e0a" \o "Beautify the code.) | 6 months ago |
|  | [ex17.4.5.6.7.8](https://github.com/pezy/CppPrimer/tree/master/ch17/ex17.4.5.6.7.8" \o "ex17.4.5.6.7.8) | [A solution for exercise 17.6](https://github.com/pezy/CppPrimer/commit/0ad787d8ebd521f2709b3acd193dcb9ec1c6fd36" \o "A solution for exercise 17.6) | 6 months ago |
|  | [ex17.9](https://github.com/pezy/CppPrimer/tree/master/ch17/ex17.9" \o "ex17.9) | [rename and clear](https://github.com/pezy/CppPrimer/commit/1963c4ca4561dfc55cf84186b02f9df77af01976" \o "rename and clear) | 10 months ago |
|  | [ex\_33.cpp](https://github.com/pezy/CppPrimer/blob/master/ch17/ex_33.cpp" \o "ex_33.cpp) | [Create ex\_33.cpp](https://github.com/pezy/CppPrimer/commit/8eae0c89a56d1ed1a07868341804cb25ba99a943" \o "Create ex_33.cpp) | a month ago |

**Chapter 18**

|  |  |  |
| --- | --- | --- |
| **[..](https://github.com/pezy/CppPrimer" \o "Go to parent directory)** |  |  |
|  | [ex18.1.2.3](https://github.com/pezy/CppPrimer/tree/master/ch18/ex18.1.2.3" \o "ex18.1.2.3) | [Update ex18.1.2.3.cpp](https://github.com/pezy/CppPrimer/commit/9eee8b8f29b0c1409d6623ef92dd0b87c144832b" \o "Update ex18.1.2.3.cpp) | 29 days ago |
|  | [ex18.12.13.14](https://github.com/pezy/CppPrimer/tree/master/ch18/ex18.12.13.14" \o "ex18.12.13.14) | [ex18.12.13.14](https://github.com/pezy/CppPrimer/commit/1c135d447a8f434d07b78585ba54dcca55d9b2ae" \o "ex18.12.13.14) | 6 months ago |
|  | [ex18.15.16.17](https://github.com/pezy/CppPrimer/tree/master/ch18/ex18.15.16.17" \o "ex18.15.16.17) | [ex18.15.16.17](https://github.com/pezy/CppPrimer/commit/b79597b27733518e325d64dfcd35bdd8c57a246d" \o "ex18.15.16.17) | 6 months ago |
|  | [README.md](https://github.com/pezy/CppPrimer/blob/master/ch18/README.md" \o "README.md) | [Add Exercise 18.2](https://github.com/pezy/CppPrimer/commit/ae2d2f01e8688733390834a65f12d4bd35deb2e3" \o ) | 2 months ago |

### README.md

## Exercise 18.1

What is the type of the exception object in the following throws?

**(a)**range\_error r("error"); throw r; **(b)**exception \*p = &r; throw \*P;

What would happen if the throw in **(b)** were written as throw p?

The type of the exception object in (a) is range\_error which is used to report range errors in internal computations.

The type of the exception object in (b) is exception.

If the "throw" in (b) were written as "throw p", there will be a runtime error.

## Exercise 18.2

Explain what happens if an exception occurs at the indicated point:

void exercise(int \*b, int \*e)

{

vector<int> v(b,e);

int \*p = new int[v.size()];

ifstream in("ints");

// exception occurs here

}

The space "p" points will not be free. There will be a memory leak.

## Exercise 18.3